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Introduction

CppSim is a general behavioral simulator that leverages the C++ language to achieve very fast
simulation times, and a graphical framework to allow ease of design entry and modification. Users
may freely use this package for either educational or industrial purposes without restriction. However,
the package and all of its components come with no warranty or support.

To install this package, first download it from the web at http://www.cppsim.com/download. Upon
extraction, several sub-packages will be installed to perform the various tasks required:

1) Sue2: a free, open source, schematic capture program that is easy to use.
e Note: in Linux version, this program as run as command sue2
2) CppSimView: a free waveform viewer for plotting signals produced by CppSim and VppSim.
e Note: in Linux version, this program as run as command cppsimview
3) CppSim Classes: free, open source, C++ classes to allow easy implementation of common
system blocks such as filters, noise generators, and PLL/DLL blocks that leverage the
techniques described in *“Fast and Accurate Behavioral Simulation of Fractional-N
Synthesizers and other PLL/DLL Circuits”, M.H. Perrott, DAC, 2002,
4) net2code function: free (but not open source) executable routine that plays a central role of
CppSim and VppSim as it produces C++ and/or Verilog simulation code from a netlist and
module descriptions.



5) Hspice Toolbox for Matlab/Octave: a free, open source set of Matlab/Octave routines to
allow straightforward access to Hspice, Ngspice, and CppSim simulation results within Matlab
or Octave.

6) CppSim and Ngspice Data Modules for Python: a free, open source set of Python classes
and routines to allow straightforward access to CppSim and Ngspice simulation results within
Python.

7) MinGW C++ compiler: (Windows only) a free GNU-based C++ compiler used by CppSim
to automatically compile the simulation code it produces.

8) MSYS: (Windows only) a free set of routines that allow use of the “make” facility to compile
C++ code.

9) Emacs: (Windows and Mac OS X only) a free, open source, text editor that is especially
convenient for writing C++ code.

10) PLL Design Assistant: a free (but not open source) design tool that allows straightforward
design of phase locked loops and other closed loop systems at the transfer function level.

e Note: in Linux version, this program as run as command plldesign

11) Verilator: a free, open source tool written by Wilson Snyder to translate synthesizable Verilog
code into a C++ class.

12) Icarus Verilog: a free, open source Verilog simulator written by Stephen Williams, which is
used as the primary simulator when running VppSim simulations.

13) NGspice: a free, open source SPICE simulator based on Berkeley Spice3.

14) GTKWave: (Windows and MAC OS X only) a free, open source waveform viewer written
by Tony Bybell for viewing digital (and analog) signals stored within LXT (and other) files.

This document is intended as a primer that covers basic use of CppSim and VppSim in conjunction
with Sue2, CppSimView, GTKWave, Verilator, and Matlab (or Octave). CppSim and VppSim both
use Sue2 as the schematic editor for entering designs (a different version of CppSim/VppSim is also
available at http://www.cppsim.com to support Cadence Composer). Simulations are run within either
Sue, Python, Octave, or Matlab. Simulation results are then viewed in CppSimView, GTKWave,
Python, Octave, or Matlab. CppSimView is the preferred environment for interactively examining
analog signals and GTKWave for interactively examining large sets of digital signals accompanied by
smaller numbers of analog signals. Python, Matlab, or Octave, in combination with the CppSim Data
module for Python or the Hspice Toolbox for Matlab/Octave, offers much more powerful post-
processing capabilities than CppSimView or GTKWave, and is the recommended environment for
doing more sophisticated CppSim/VppSim simulations.

While this document covers enough information on CppSim and VppSim to get a good idea of their
operation, a more full description of the capabilities and functionality of CppSim and its various sub-
packages are provided in the manuals available within the Doc menu of Sue2. In particular, the
CppSim Reference Manual, cppsimdoc.pdf, provides details on the underlying operation of CppSim,
information on how to create CppSim module and simulation files, and examples of how to use the
various CppSim classes. The Sue2, CppSim Data module for Python, and Hspice Toolbox manuals
are provided in the files sue2_manual.pdf, cppsimdata_for_python.pdf, and hspice_toolbox.pdf,
respectively, and are available in the Doc menu of Sue2. Note that there is no separate manual for
CppSimView — this document contains a full description of CppSimView.



Installation and Setup

The CppSim/VppSim framework is available for Windows (Windows 2000 and above), Mac OS X
(Lion and above), and Linux (Redhat/Centos Enterprise 5). Of the three distributions, the Windows
version is the easiest to install and the Linux version is the hardest to install in terms of their
requirements for outside packages. Installation details of each distribution are provided below.

A. Windows

Go to the CppSim web page http://www.cppsim.com/download, and then download the file for
Windows (which corresponds to the setup file setup_cppsimb5.exe). To install, simply run
setup_cppsim5.exe in Windows (i.e., double-click on setup_cppsim5.exe in Windows Explorer) and
follow the instructions. To run Sue2 or CppSimView, click on their respective Windows icons once
the installation process has completed and Windows has restarted.

Note that some computers require installation of the Microsoft Visual C++ 2008 Redistributable
Package (x86) in order to run NGspice. This is a small set of DLL files, and can be downloaded from
the Microsoft website at: http://www.microsoft.com/download/en/details.aspx?displaylang=en&id=29

B. Mac OS X

Go to the CppSim web page http://www.cppsim.com/download, and then download the file for Mac
OS X (which corresponds to the file CppSimMaclinstall.dmg). To install, simply open
CppSimMaclnstall.dmg by double-clicking on it in the Finder window. A window should appear with
four icons (Sue2, CppSimView, PlIDesign, and GTKwave) as well as the CppSim folder. As stated
in the window, drag the four icons into the Application folder and then drag the CppSim folder into
your home directory by making use of the Finder window.

Unlike the Windows version, the Mac OS X version does not come with a C++ compiler. Instead,
you need to obtain the Command Line Tools of Xcode which are contained in a freely available
package from the Apple Developer website. For those who do not wish to login to the Apple
Developer website, an alternative approach is to install Xcode from the Apple App store. Once Xcode
has completed its installation, you should then start Xcode and select the Preferences item under the
Xcode menu (at the very top of the screen, second menu item from the left). If you then click on the
Downloads tab of the Preferences window that appears, you will see an option to install the
Command Line Tools.

C. Linux

Go to the CppSim web page http://www.cppsim.com/download, and then download the file for Linux
(which corresponds to the file cppsim_linux_install.tar.gz). To install, place the file
cppsim_linux_install.tar.gz into your home directory and then type the following command at the
Linux shell prompt:

> tar zxvf cppsim_linux_install.tar.gz

You should then see the CppSim directory as well as the file cppsim_bashrc_file_example.
Assuming you are content keeping the CppSim directory, in your home directory, you simply need to
update your ~/.bashrc file according to the example shown in cppsim_bashrc_file_example. If you
wish to alter the locations of the CppSim and CppSimShared directories, you need to modify the
environment variables CPPSIMHOME and CPPSIMSHAREDHOME as should be evident upon
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examination of the cppsim_bashrc_file_example file. Upon making your changes to the ~/.bashrc
file, you may then delete the cppsim_bashrc_file_example file.

In the case of Linux, several important packages must be installed to achieve proper operation of
CppSim and VppSim:

g++: required to compile and run CppSim and VppSim simulations
0 Available within the standard packages of Redhat/Centos

Tcl/Tk: required by the Sue2 program
o0 Available within the standard packages of Redhat/Centos

Wine: required by the CppSimView and the PLL Design Assistant programs
0 Available from http://www.winehg.org

GTKwave: a useful waveform viewer for examining signals produced by CppSim/VppSim
o0 Auvailable from http://gtkwave.sourceforge.net

Zlib: required by Icarus Verilog to support LX2 files for GTKwave
o0 Available from http://zlib.net

Emacs: a convenient graphical text editor for modifying CppSim and VppSim files
0 Available within the standard packages of Redhat/Centos

Known Bugs

1)

2)

3)
4)

5)

True library support is lacking in Sue2 right now (i.e., name clashing occurs between cells of
the same name even though they may be in different libraries). This issue is taken care of by
using the Import and Export tools of Sue2.

The copy to clipboard operations for CppSimView and the PLL Design Assistant do not work
in the Mac OS X and Linux versions.

The undo command in Sue2 is broken.

Sometimes the history file of CppSimView gets corrupted and does not allow CppSimView to
start. If so, within Windows Explorer, go to the SimRuns directory associated with the current
cell of Sue2, and then erase the file called cppsimview_history.mat within that directory. As
an example, if Sue2 is currently displaying cell sd_synth fast within library
Synthesizer_Examples, then delete the file cppsimview_history.mat located within directory
c:/CppSim/SimRuns/Synthesizer Examples/sd_synth_fast (where c:/CppSim corresponds
to the base directory location that CppSim was installed at, and may be different for different
machines).

When using electrical elements, there is a limit on how many parameters can be utilized within
a given electrical element “bundle”. If you exceed this limit, you will see an error message:

error in 'add_param_value': maximum allowable number of
parameters exceeded
to fix, change LENGTH_PAR_LIST in source code

To deal with this issue, you should examine whether there are parameters of the electrical
elements involved which have fixed values. If that is the case, you can create a new version of
the given electrical element primitives (see the “Creating New CppSim Primitives” section of
this manual on how to create new modules) with a reduced number of parameters (i.e., set the
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parameter values in the cppsim code rather than declaring the parameter). By making use of
these new electrical element primitives, you can thereby reduce the number of parameters
within a given electrical element cluster, and therefore hopefully avoid the above error

message.

The Basics of Running CppSim Simulations

To explain the basic operation of running CppSim, let us now walk through an example using Sue2.
Since CppSimView works in conjunction with Sue2 to view simulation results, we will also step the
reader through its operation, as well. For the remainder of this manual, we will use the Windows

version for our examples, but the Mac OS X and Linux versions are very similar.

A. Running a CppSim Simulation in Sue2
e Start the Sue2 program by performing the following action:

0 Windows: double-click on the Sue2 icon on the Windows Desktop.
0 Mac OS X: double-click on the Sue2 app in the Applications folder

o0 Linux: at the Linux prompt, run the command sue2

You should see a window similar to what is shown below. Note that there is one schematic
listbox and two icon listboxes, each of which lists cells from the library that is selected by

pushing their top button as indicated by the figure.

SUE2: no_name (schematic) — thisis a scratch celk rename to desired cell nam

select
library

| x|

File Window Edit Tools Doc |Welcome to Sue2 (version 1.0) - see the COPYING file for details on copyright/licensing issues

1l

11
Syrm;z‘r _Ex*n‘p\es_lg

overall_sd_synth_jwp_ppift_mc
sd_synth
o8 B MhTem gyicq!
sd_synth_fast e
'ﬁﬁyﬂtrijast_&e tfical
sd_synth_fast_sirpufink
=d_synth_tristate
sd_synth_tristate_fagt
sd_synth_tristate_jn|_sd
sd_synth_two_pointl mod

JpgSimModules
accum_and_dump -
accumulator
add2

and2

and3
ascii_store
bang_bang_detediq
ch_pump
clipper
clocked_ascii_stqrg
clocked_delay
constant -

V

devices

flag |-
global

inline_cmd

inout

input

name_net

name_net_s

output

e Select the sd_synth_fast schematic by clicking on it in the schematic listbox. Note that the
icon listboxes will be used later to add modules to a given schematic. Sue2 should now



display the sd_synth_fast schematic as shown below. Note that the CppSim Simulation
menu item is obtained by clicking on Tools (circled in red).

SUE2: sd_synth_fast (=ch=matic) --- G/CppSim/CppSimShared/Suelib/Synthesizer Examplesfsd_synth_fa ;IQIEI

Eile Window E@t Tools | Dec | |

Synthesizer_Examples [ =

Library Manager overall_sd_synth_twao_point_mc

- - 12 , ; sd_synth
CppSim Simulation ) singles sd_synth_electrical

=d_synth_fast
sd_synth_fast_electrical
NGspice Simulation . adlaghite sd_synth_fast_simulink

\ =d_synth_tristate
Creaie spice netlist | vE " @ sd_synth_tristate_fast
Create spice netlist (with top sub) i v 5d_synth_tristate_int_sd_fast

rA runth hun neind e I

VppSim Simulation

CppSimModules
accum_and_dump =
accumulator
add2
and2
and3
ascii_store
bang_bang_detector
ch_pump
clipper =

rlarkad acrii ctara =

devices
flag B
alobal
inline_cmd
inout
input
name_net
name_net_s
output

e Clicking on the CppSim Simulation menu item, as shown above, yields the CppSim Run
Menu as shown below. Note the Compile/Run button, which is circled in red.

f CppSim Run Menu --- celk sd_synth_fast, library: Synthesizer Exa - |EI|1|
oS ETR,

. »
Close‘ Kill Run‘ Synchronize‘ Edit Sim File‘ Netlist OnlthompiIeﬁRunl‘.
R4

apasn st
Sim Mode: CppSim —
Sim File:  festpar —

Result: = cell: sd_synth_fast (Library: Synthesizer_Examples) === -]

...Finished updating the hierarchy file 'test.hier_c'

Done!
A I
Hierarchy File: test.hier ¢
C add2 -CppSimModules- (Cppsim) =l

¢ and2 -CppSimModules- (cppsim)
¢ ch_pump -CppSimModules- (cppsim) —
¢ constant -CppSimModules- (cppsim)

¢ cpp_internal_int_to_double_convert -CppSimModules- (cppsim)
¢ cpp_internal_double_to_int_convert -CppSimModules- (cppsim)
¢ cpp_internal_double_interp_to_bool_convert -CppSimiodules- (cppsim) =

K [




e Run a CppSim simulation on the sd_synth_fast cell by clicking on the Compile/Run button
shown in the above figure. You should see some warning messages, and then finally the
window should appear as shown below.

f CppSim Run Menu --- cell: sd_synth_fast, library: Synthesizer_Examples = IEIIiI

Close| Kill Run‘ Synchronize| Edit Sim File| Netlist Only | Compile/Run

Sim Mode: CppSim —
Sim File:  testpar —

Resut: ... 40% completed . -]
...... 50% completed ...
...... 60% completed ...
______ 70% completed ..
______ 80% completed ..
______ 90% completed .

Simulation Completed for Alter Run 0

Ekkkkkkk kb ki Cppslm run Compleled| EkkEkkk ARk EE

Note: run files contained in directory:
C:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast

[

Hierarchy File: test.hier_c

L=l

[»

¢ add2 -CppSimModules- (cppsim)

¢ and2 -CppSimModules- (cppsim)

¢ ch_pump -CppSimModules- (cppsim)

c constant -CppSimModules- {cppsim)

c cpp_internal_int_to_double_convert -CppSimModules- (cppsim)
¢ cpp_internal_double_to_int_convert -CppSimModules- (cppsim)
¢ cpp_internal_double_interp_to_bool_convert -CppSimModules- (cppsim) =

A [

e To view results of the simulation, start CppSimView by performing the following action:
o Windows: double-click on the CppSimView icon on the Windows Desktop.
0 Mac OS X: double-click on the CppSimView app in the Applications folder
0 Linux: at the Linux prompt, run the command cppsimview
You should see a new window appear as shown below.

) CppSimView --- Library: Synthesizer_Examples, Celk: sd_synth_fast 101 x|
Save to .epsFile  Save to .figFile Save to Clipboard  Zogmg rlMilﬂhwe.: c:/CppSim guw BN wy
o® . . v,
& testpar 8 C MoOuputFile $ 8 € MoModes  § ¢ platsigl.) " messages

Synchl Load |

Load and Replat |
Flat |
Reset Node List |

Back | Farward | LI
! |

—— CppSim: C++ Behavioral Simulation sWritten by Michasl Perratt (ks cppsim. com)




-} CppSimView --- Library: Synthesizer_Examples C=lt sd_synth_fast - |E||i|
Save to .epsFile Save to .figFile Save to Clipboarch‘ Zoom g— CppSimHome: c:/CppSim —

To view simulation results for a given signal within the sd_synth_fast cell, you need to first
choose an appropriate Output File and then the Node that the signal is associated with. In the
window shown above, first click on the No Output File radio button, and choose test.tr0 as the
output file. Next click on the No Nodes radio button, and then double-click first on node
sd_in and then on node vin. The resulting CppSimView window should appear as shown
below, and the Plot Window should show the corresponding signal waveforms.

4 *
" testpar ** tastirl * nades  plotsigl..) ' messages
Synch | Load | TIME ;I
out

Load and Replot | ret
Plat | pidout - 00000
sd_in
Feset Mode List | div_sval

x12_xor_out

Back | Forward | LI

|| plotsiglx'sd_inwin® ‘

CppSlm C++ Behavioral Simulation —— ‘Written by Michael Perrott (hitp:/fwww.cppsim.com)

Now click on Zoom (circled above in red). The resulting Plot Window should appear as
shown below.

)} Plot for CppSimView --- Library: Synthesizer_Examples, Cell: sd_synth_f... g@

1

o 1

50 100 150 200 250 300 350 400 450

50 100 150 200 250 300 350 400 450

Load and [R]eplot el

Consider clicking on different buttons in the Plot Window to zoom into portions of the signals
and perform various other operations. One convenient feature is the use of the arrow keys on
your keyboard to zoom in, zoom out, and pan left and right. The down arrow key zooms in,
the up arrow key zooms out, and the left and right arrow keys pan left and right, respectively.
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B. Editing CppSim Module Descriptions

There are several ways to edit CppSim module descriptions of the various blocks used within a given
design. Each of them displays a text file in Emacs (a freely available text editor) corresponding to the
CppSim code of the module, the template of which is described in more detail in the CppSim
Reference Manual (i.e., cppsimdoc.pdf ). Here we will show three different ways of conveniently
accessing the module code text file of a given module from the Sue2 environment.

e Continuing with the example from the previous section, double-click on the add2 module
circled in red within the Hierarchy File section as shown below. A pop-up menu will appear,
as also shown below, within which you should push the Edit CppSim code button (circled in
red) to view the CppSim module description code of the add2 module.

f CppSim Run Menu --- celk sd_synth_fast, library: Synthesizer_Examples

Close | Kill Run

Synchronize‘ Edit Sim File‘ Netlist Only‘ CompilefRun|

=lolx]

Sim Mode: CppSim —
Sim File:  testpar —

Result: ... 40% completed ...
...... 50% completed ...
______ 60% completed ...
______ 70% completed ...
...... 80% completed ......
______ 90% completed ...

Simulation Completed for Alter Run 0
smeexersseosss OGS FUN COMplEtag] Tsrrresmrass

MNote: run files contained in directory:
C/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast

[

Hierarchg fil-E: L5 M 1T .

‘,'. ¢ add? -CppSimhodules- (cppsim) '
? %400 EppSimiiog ulass wppt)®
¢ ch_pump -CppSimModules- (cppsim)
¢ constant -CppSimModules- (cppsim)
¢ cpp_internal_int_to_double_convert -CppSimModules- (cppsi
¢ cpp_internal_double_to_int_convert -CppSimModules- (cppsi
¢ cpp_internal_double_interp_to_bool_convert -CppSimModule

H

i add2 =10 |
Cell: add?
Library: CppSimModules

* Use CppSim Code

" lgnore Module Code

" "2

»
CppSim 4{ Edit (:ireate‘ Delete‘

0..-"

Done ‘ Cancel |

e After performing the above operations, you should see the Emacs editor window shown
below. Note that the CppSim module code is in template form, with fields such as the module
name, parameters, inputs and outputs, etc. The best way to understand the use of these fields
is to check out different module code examples. Also, the CppSim Reference Manual,

cppsimdoc.pdf, should also be examined.
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T C:/CppSim/CppSimShared/Cadencel ib/CppSimModulesfadd2/cp. ..
File Edit Options Buffers Tools Help

text.txt [Text)-—-L11-—-411

e Within the CppSim schematic window, double-click on a given module such as add2 (circled
in red in the figure below). You may then edit the module code by pushing the Edit CppSim
code button, as circled below.

SUE2: sd_synth_fast (schematic) --- G/CppSim/CppSimShared/Suelib/Synthesizer_Examplesfsd_synth_fa = Dlﬁl
Eille Window Edit Tools Doc | |

Synthesizer_Examples |-~
overall_sd_synth_two_point_me

sd_synth

sd_synth_electrical

=d_synth_fast
=d_synth_fast_electrical
sd_synth_fast_simulink

sd_svnth fristate =

CppSimModules
accum_and_dump =
accumulator
add2

and2
and?

=k
Cell: add2
Library: CppSimModules

name |xi4
“"O
CppSim —l)l Edit f"ea ‘
'.l"

DDHE CEHEE

e Finally, within the icons listbox, double-click on a given module such as add2 as shown
below. A window will again appear offering an Edit CppSim code button for the module.
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SUE2: sd_synth_fast (schematic) --- C:/CppSim/CppSimShared/Suelib/Synthesizer_Examples/sd_synth_fz

=10 ]

File Window Edit Tools Doc |

=d_synth
sd_synth_electrical
sd_synth_fast
sd_synth_fast_electrical
=d_synth_fast_simulink

sd_svnth tristate I

Synthesizer_Examples |
overall_sd_synth_two_point_m¢

CppSimModules

EY I TR LA

accum_and_dump =
aourMumts u Ny

L]
add2 4

and3
ascii_store
bana_bana_detector ]

devices

flag =
global

inline_cmd
inout

input -
name_net

name net s |

C. Editing Simulation Files (i.e., test.par files)

While the CppSim module code dictates the behavior of individual modules, there needs to be
simulation specifications specific to a given cell schematic (i.e., interconnection of modules) when
performing a CppSim simulation. Such specifications include the time step of the simulator, the
number of simulation samples to be calculated, and the value of any top level or global parameters.
CppSim allows multiple sets of such specifications, each contained within an individual Sim File.

Typically, there is only one Sim File, which is labeled by default as test.par.

Continuing with the example of the previous section, click on the Edit Sim File button within
the CppSim Run Menu window as shown below. An Emacs window will then appear that
displays the Sim File specified in the field as circled below. As shown in the Emacs window
below, the Sim File is specified in template form to indicate the simulation time step (Ts), the
number of time steps (num_sim_steps), etc. For more information on these fields, check out

the CppSim Reference Manual (cppsimdoc.pdf)
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' CppSim Run Menu --- cell: sd_synth_fast, library: Synthesizer_Examples

. u,
*
Close | Kill Run ‘ Synchrnniz‘e]‘ Edit Sim FIIE} Metlist Only| Compile/Run
]

Taamus®’
Sim Mode:  CppSim —
—l-t—n-I-l-:J

" »
Sim File:®, | testpar_ge
Result: ... 40% completed ...
...... 20% completed ...
...... B0% completed ...
...... 0% completed ...
...... 80% completed ...
...... 90% completed ... .

V- C:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast/test.par
File Edit Options Buffers Tools Help

e Note that if no Sim File exists, then pressing the Edit Sim File button within the CppSim
Run Menu will create a new sim file (with name test.par) that can be edited and saved.

CppSim versus VppSim for Simulation of VVerilog Modules

We now discuss inclusion of Verilog modules within CppSim by walking through an example using
Sue2, CppSimView, and GTKWave. We then repeat the same example using VppSim, and compare
and contrast CppSim versus VppSim for simulation of digital systems. In the exercises to follow, we
will assume that the reader has already read the previous section on the basics of running CppSim

simulations.

A. Running a CppSim Simulation with a Verilog Module

e Within Sue2, click on the schematic library button as indicated in the figure below. You
should see a list of libraries appear. Choose Verilog_Examples as the library.

13



Select schematic
=10Of x|

File Window Edit Tools Doc | |Ibrary Wl
Efsvﬁ"iﬁesmer_Examplss -

overall_sd_synth_two_point_mc

sd_synth

sd_synth_electrical

sd_synth_fast

sd_synth_fast_electrical

sd_synth_fast_simulink

ad_svnth tristate I
CppSimModules

accum_and_dump =

accumulator

addz

andz2

and3

ascii_store

bana bana detector I

SUE2: sd_synth_fast (schematic) --- C:/CppSim/CppSimShared/Suelib/Synthesizer Examples/sd_synth_{

devices

flag =
global

inline_cmd

inout

input -
name_net

name net s Jid|

e Within the schematic listbox, which show now indicate Verilog_Examples as its library,
select the schematic test_second_order_sd as indicated below.

SUE2: sd_synth_fast (schematic) -—- G/CppSim/CppSimShared/Suelib/Synthesizer Examples/sd_synth_f ;Iglﬂ

File Window Edit Tools Doc |

\u’er\log_ExampIesI:I
busB_to_double
double_to_bus24
semm Bl ey y
test_second_order_sd v
L ITEIELL

-

CppSimModules
accum_and_dump =
accumulator
add2
and2
and3
ascii_store
bana bana detector =

devices
flag =
global
inline_cmd
inout
input —
name_net
name net s LI

e Within the test_second_order_sd schematic, double-click on the second_order_sd module as
indicated below. The property menu should appear for the second_order_sd module as also
shown in the figure.
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SUE2: test_second_order_sd (schematic) --- C:/CppSim/CppSimShared/Suelib/Verilog_Examples/test_seco -1l x|

Ver\log_ExamplssILl
bus8_to_double
double_to_bus24
second_order_sd
test_second_order_sd

File Window Edit Tools ro|

-

| CppSimModules

-

A (=] 3|

Cell: second_order_sd
Library: Verilog_Examples

=

name I:,“U devices

-

CppSim _.‘ Edill -I"e-:-.'.el Delete|

Done | Cancel |

e Click on the CppSim button in the property menu of the second_order_sd module. You
should see Verilog appear as an option as shown below. Select Verilog and then click on Edit
as indicated below.

Lo

JR=TE 1ol ]
Cell: second_order_sd Cell: second_order_sd
Library: Verilog Examples Library: Verilog_Examples
name |xi0 name |xi0
“-IIIII... 0‘-..‘
R v CppSim 'ﬁf:lit Create | Delete Verilpg — E‘ Edit r::' eaie | Delete

* >
Yape

Verilog

e

*
| Cancel | Done | Cancel |

e The resulting editor window displays Verilog code for the second_order_sd module as shown
below. One should note that you can also include sub-modules that are required for the main
module (second_order_sd, in this case) to work. Once you have completed examination of the
code, close the editor window as well as the property editor window.
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7 C:/CppSim/CppSimShared /{Cadencelib/Verilog_Examples/s 10 |
File Edit Optlons Buffers Tools Help
i y fill in 's i _inelude di Ements
ould be pr Wwith n below

_sdin, eclk,

a-1: ||] out;

1:0] error, fh, residue;

fhh error = in + fh;
T BITS-1:0]1}:
. reseth);

endmodule

module mod hiout, in, clk,
||11r1_|ur [ III B 3-1:0] out:
in;

input o 1]-:,

-—%-— wveriloy.v

e Now click on the CppSim Simulation item under the Tools menu item as shown below.

SUE2: test_second_order_sd (schematic) - G/CppSim/CppSimShared/Suelib/Verilog_Examples/t =10 ﬂ
File Window Edit Tools | Doc | ‘
Verilog_Examples I_l
_ l_\hrﬂl\ﬁaiaiﬁﬁ LT T busB_to_double
CppSim Simulation ngs;ed*tg;;;rsi:
= .V[gpgiﬂl LN [ Ad Feeons =d @ test_second_order_sd
NGspice Simulation J
Create spice netlist be CppSimModules
Create spice netlist (with top accum_and_dump =
= ST AT T T accumulator |
add2
and2
and3
ascii_store
hann hann datactar j
devices
flag |
global
inline_cmd
inout
input _—
name_net
name net s =

e Within the Hierarchy File section of the CppSim Run Menu that appears, scroll down to the
second_order_sd entry and double-click on it as indicated below. A new window will appear,
as also shown below, which allows selection of the module code for the simulation. Keep the
code type as Verilog as shown below, and click on Done to terminate the code selection
window.
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Sim Mode: CppSim —
Sim File:  testpar —

Result: -

Hierarchy File: testhier_c

CppSim Run Menu --- cell: test_second_order_sd, library: Verilog_Exa - |EI|£|

CIOEEl Kill Runl Synchronizel Edit Sim File | Netlist Only | Compile/Run

CppSim Net2Code Compiler (Version 5.0)
written by Michael H. Perrott (http/iwww.cppsim.com)
Copyright 2002-2011 by Michael H. Perroft
All rights reserved |

This software comes with no warranty or support
b oL _ioix

Cell: second_order_sd
Library: Verilog_Examples

__.Finished updating the hierarchy file ‘test. hier_c'

EkEkkEkkkkkEkkkkkiiik DDHE' EkEkkEkkkkkEkkkkkiiik

|

Use CppSim Code

O

Use Verilog Code

Expand Into Instances
lgnore Module Code

¢ cpp_internal_double_interp_to_bool_convert -CppSimi .
¢ cpp_internal_bool_to_double_interp_convert -CppSimi -
¢ douie 18 BUS2L VENLY ElaMbles " kppsmy na s,

¢, |v second_order_sd -Verilog_Examples- {cppsim,verilog}‘:

¢ il =30usces CPRSINbIOFUIRS Jeppeinyu s s = = " *

C step_in -CppSimModules- (cppsim} cppslm — | Edit | Create

=l

Delete |

Done | Cancel |

Click on Compile/Run in the CppSim Run Menu in order to run the CppSim simulation with
the included Verilog module. Upon completion of the simulation, scroll up the Result window
and examine the simulation messages. You should notice that Verilator was run on the
second_order_sd module, which turned its Verilog code into an equivalent C++ class.
CppSim then seamlessly incorporated this C++ class into the simulation. A key restriction of
Verilator is that it does not support behavioral Verilog code. Rather, the Verilog code must be
synthesizable. As we will seg, this is one of the key differences between CppSim and VppSim
since VppSim allows both behavioral and synthesizable Verilog code to be utilized.
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CppSim Run Menu --- celk test_second_order_sd, library: Verilog_Exa -0 |

Closel Kill Runl Syn-::hronizel Edit Sim File | Netlist Only | Compile/Run

Sim Mode: CppSim —i
Sim File:  testpar —

Result: o 4]
-------------- compiling and running, CppSim simulation —————

--l"'- ..""l..
L]
m L\lea‘lor second_order_sd/second_order_sd_verilator. mk ", w,
L 4
L 4
L 4

“
." _..Running Verilator on module 'second_order_sd' (lib "Verilog_Examples') '0,

R C:/CppSim/CppSimShared/Verilator/Verilator_win32/bin/verilator —-cc verilator_secondy
. _order_sd/second_order_sd v —prefix second_order_sd_verilator -Mdir verilator_seco %
. nd_order_sd v

. . C:/CppSim/CppSimShared/Sue2/bin/win32/check_verilator_run_status verilator secop
Ce, d order_sd/second_order_sd_verilator mk second_order_sd Verilog_ Examples *
.
- Nc-fe’ 'CppSl;n |s OK with Verilator result on module 'second ogq.a{-m‘ ?hb 'Verllog
Examples') — ."'l-.------.--.----l--l" ~|
K| =
Hierarchy File: test.hier_c
C cpp_internal_double_interp_to_bool_convert -CppSimModules- (cppsim) B

c cpp_internal_bool_to_double_interp_convert -CppSimModules- (cppsim)
¢ double_to_bus24 -Verilog_Examples- {cppsum}

v second_order_sd -Verilog_Examples- (cppsi
¢ signal_source -CppSimModules- (cppsim)
c step_in -CppSimModules- (cppsim)

54 K

K|

e If you are already running CppSimView, push the Synch button. Otherwise, click on the
CppSimView icon to open it. It should appear as shown below with test_second_order_sd in
its title banner.

n
A.‘ ) CppSimView --- Library: Verilog_Examples, Celk test_second_order_sd =" .-.-"l' - |E||i|
Save to Cpd k™ SoWcmm, fowie m SewekowCiphoars aZaom m w-EppSnHemewcyCppiim s n e nenanaEaREE L
* testpar " Mo Qutput File Mo Maodes  plotsigl..) ' messages

S_I,Jnchl Load |

Load and Replot |
Flat |
Feset Mode List |

Back | Forward | LI
! |

—_— CppSlm C++ Behavioral Simulation —— ‘Written by Michael Perrott (hitp:/fwww.cppsim.com)

e Click on the Output File and Nodes radio buttons to obtain a list of nodes as shown below.
One should notice that the bussed signals in the schematic are represented by their equivalent
integer values for display by CppSimView. As an example, in_bus<15:0> is represented by
the integer value in_bus_15 0 (note that the probe: statement in the test.par file indicated a
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subset of the 24 bits to be chosen), and out_bus<7:0> is represented by the integer value
out bus 7 0.

-} CppSimView --- Library: Verilog_Examples, Celk: test_second_order_sd o ] 4|
Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim —

Synchl Load |

Load and Replat |
Flat |
Reset Mode List |

Back | Forwardl

" testpar  testirl = " platsigr..) " messages
TIME - |
in
in_bus_15_0
clk
reseth
out_kbus_7_0
out

-

—— CppSim: C++ Behavioral Simulation

YWhritten by Michael Perrott (http:/ s cppsim.com)

Double-click on nodes in and out. The resulting plot window should appear as shown below.

-} Plot for CppSimView --- Library: Verilog_Examples, 10| x|

Simulated Signals for Cell: tes cond_order_sd, Lib: Verilog_Examples, Sim: test.par
106

104
102
100

98

96

6 8
Time (milliseconds)

B. Utilizing GTKWave to view CppSim Simulations
In contrast to CppSimView, GTKWave offers a much more flexible means of viewing digital signals.
Here we illustrate its use with CppSim when bussed signals are included in the system simulation.

Assuming you have completed the previous section, click on the Edit Sim File button within
the CppSim Run Menu as shown below.
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CppSim Run Menu --- cell: test_second_ urder _sd, library: Verilog_Exa - |EI|5|

Synchronte Edlt Sim F|IeJ fletlist Onlyl Compile/Run

Close | Kill Run

Sim Mode: CppSim —
Sim File:  testpar —

Result: 4]
—————————————— compiling and running CppSim simulation —————

rm -f verilator_second_order_sd/second_order_sd_verilator.mk

...Running Verilator on module 'second_order_sd' (lib "Verilog_Examples')
C:/CppSim/CppSimShared/Verilator/Verilator_win32/binfverilator --cc verilator_second J
_order_sd/second_order_sd.v —prefix second_order_sd_verilator -Mdir verilator_seco
nd_order_sd

C:/CppSim/CppSimShared/Sue2/binfwin32/check_verilator_run_status verilator_secon
d_order_sd/second_order_sd_verilator. mk second_order_sd Verilog_Examples

-— Mote: CppSim is OK with Verilator result on module 'second_order_sd' (lib "Verilog_
Examples') —

il 7

Hierarchy File: test hier ¢

c cpp_internal_double_interp_to_bool_convert -CppSimModules- (cppsim) [+
¢ cpp_internal_bool_to_double_interp_convert -CppSimModules- (cppsim)
¢ double_to_| bus24 -Verllog Examples-

¢ signal_source CppSlmMDdules (cppE.lm}
¢ step_in -CppSimModules- (cppsim}

Within the editor window that appears, make the following alterations such that the file
appears as below

o Comment out the line output: test start_sample=20e3....

0 Uncomment the line output: test filetype=gtkwave

o0 Save the file
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T-"‘C:;‘Cppﬁm,-‘ﬁmRuns,-‘Verilug_Examplsftst_senm:d_ - |0 ﬂ
File Edit Options Buffers Tools Help

nd nl
15:0] elk

undamental
rilog Exampl

Click on the Compile/Run button in the CppSim Run Menu to run the CppSim Simulation.

You may notice that the simulation runs slower, which is due to the fact that compression
algorithm used to store data for GTKWave is computationally intensive.

To view results of the simulation, start GTKWave by performing the following action:
o0 Windows: double-click on the GTKWave icon on the Windows Desktop.
0 Mac OS X: double-click on the gtkwave app in the Applications folder
0 Linux: at the Linux prompt, run the command gtkwave
In the new window that appears, click on the Open New Tab entry under the File menu as
shown below.
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| GTKWave - [no file loaded]

4
ot

Marker: —

Lursor: U

Read Tcl Script File

Quit

In the Open file window that appears, go to directory

c:\CppSim\SimRuns\Verilog_Examples\test_second_order_sd, and then select file
test_0.fst as indicated below. Note that, in general, all files produced by CppSim or VppSim
for GTKWave will have the suffix .fst.

x|
+ Computer ~ Local Disk (C:) = CppSim ~ SimRuns - Verilog_Examples - test_second_order_sd - - T{Z;, ] Search test_second_order_sd | ,.'J,I
Organize »  New folder == = O t}
Netlist _‘.J Name = Date modified ] Type Size ] !..‘..'
SimRuns L= S 01T oa L P [t a]ul[wr=1i[u)g] T2IFE
# | COR_Examples || test.hier_c 5/24/20146:51FPM HIER_C File 1KB
B 0 CppSimModules | |testo 5/24/2014 6:51 PM O File 37KB
[l [ Digital_Synth_Examples | test.outfile_list 5/24/20146:51PM  OUTFILE_LIST File 1KB
DLL_Examples
T || test.par 5/24/20146:51PM  PAR File 2KB
Electrical_Examples ;
test.par~ 5/242014 11:58 AM PAR.~ Fil 2¥B
H GMSK_Example 1 = SRR el i
[ | HspExamples N i—-te.ﬁite smsmunnmemsnnnnn V@AY . N e mmnn n .1,E4E EB- an
] Misc_Examples ’.‘ N ._.tEst._D.fst 5/24/2014 6:51FPM FST File ?D-S ﬁB- an JW
i 2 EEEEEEEN EEEEEEEEHR
2] Spice C:] test_lib SEEmREEEEE '!!!45614'6'5 - .a+=— gDL}CE 32KB
[ [ Synthesizer_Examples 7] test_lib 5/24/20146:51PM  CPPSIM File 5KB
t USRP;Exariples. — | test_lib 5/24/20146:51PM  HFile 11KE
'-Erfog_t’xamaes Twg, =
L/ test_lib 5/24/2014 5:51 PM V File 2KB
test second order sd @02 2000000 |-
Cay el g g mmmun®® s® || test_progress.counter 5/24/20146:51PM COUNTER. File 1KB
m b suer =l verilated.o 5/24/20146:51PM  OFile kel
File name: :_i ].C\II “_J
Open |vJ Cancel I
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¢

e Upon opening the test_0.fst file, the top level of the module will appear in the main GTKWave

window as shown below. Clicking on the + sign to the left of xi_top will expand into the list
of instances for which probe: data has been specified in the simulation file (i.e., test.par file).
Clicking on xi_top itself will show the signals in the top level which have been specified by

the probe: statement.

] :\CppSim\SimB : : _(Ol x|
File Edit Search Time Markers View Help |
wE=ZHE G & q la ] | €@ & | From:fo sec To:{4999990 ns =2 | Marker: — | Cursor: 0 sec ‘

“V-Ssinnl-l...... Signals Waves

. ¥ |[[Time

s Xi_top .
"fesnppgpmmnnns®

Type | Signals

Filter:|

:‘\Flpend| Lnser‘t| Replace| e |

e After exploring the above options for viewing signals, click on Xi_top to see the top level
signals as shown below. Drag in_bus[15:0] and out_bus[7:0] from the Signals box into the
Waves section in order to see their waveforms as shown below.
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CppSim\Sin ; - 10| =]
File Edit Search Time Markers View Help

da U= D C'\ 'E:.J\ C:’\ la &l | €@ & [ From:fo sec To:|4999990 ns £ ‘

B Marker: -- | Cursor: 0 sec

Signals Waves

Time

in bus[15:0]

out bus[7:0]

Type |Signa\s

real clk

“rahirhlllll....

3 wire in_bus[15:0] .:
Yapn et
mn
“‘raallsltllllll....

L d
\ 4
L J \J
EEREmgmamnnn®®

Filter: |

Append| Insert | Replace | |

While in the GTKWave window, hit the f key to increase the time span to display the entire
simulation time frame.

CppSim\Sin ; - 10| =]
File Edit Search Time Markers View Help |
N (F et ot Lo
oo = D L2 'xf:.’\ 'E:’\ |=| gl [y || _:_I = From:|0 sec To:|4999990 ns @ Marker: 0 sec | Cursor: 4951 us ‘
- 55T Signals Waves
Time

in bus[15:0] =

out bus[7:0] =

Type | Signals
real clk
real in

wire in_bus[15:0]

real out
real resetb
Filter: |
Append| Insert | Replace | | |
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Filter:|

e Leftclick on the in_bus[15:0] in the Signals box, as shown below, and push the a key to

change its display to analog mode. Do the same to the out_bus[7:0] signal to get the plots
shown below. Note that right clicking on these signals in the Signals box allows various
representations (i.e., decimal, hex, binary, etc.) to be displayed for the waveforem.

oo @ C'\ G‘?d\ E\:{ “ _;':I '_ “ _::I !:'; From:|0 sec To0:[4999990 ns @ Marker: 0 sec | Cursor: 1231 us ‘

= S5T Signals Waves
‘i!;!"'ll..

®Lin bus[15:0] =4 &
pLos mai7-01 =0
.' [ 1 A

feugpuunnt?

Type | Signals

real clk
real in
wire in_bus[15:0]

real out

real resetb

Append| Insert | Replace | 1k [

Within the Waves part of the window, right-click with the mouse and then slide the mouse
pointer across a region to zoom into. Upon releasing the mouse button, the waveform will be
re-plotted according to the selected zoom region. As shown in the figure below, it appears that

a rising step at the input leads to a falling step at the output. However, it is important to recall
that the actual input has 24 rather than 16 bits.
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File Edit Search Time Markers View Help
= (x flarbes e S
e = |:] @, @ 'E:’\ la &l | €@ & [ From:fo sec To:[4999990 ns &2 | marker: — | Cursor: 1689 us
- 55T Signals Waves
Time

in bus[15:0]

out bus[7:0]

Type | Signals
real clk
real in

wire in_bus[15:0]

real  out

real resetb

Filter: |

Append| Insert | Replace | | I RIE

e A more accurate picture is seen by looking at the full 24 bits, which is available within

instance xi0. As shown below, we see that the full input actually has a falling edge which
corresponds to the falling edge seen at the output.

L | GTKave ppSim \Sin : -10O] x|
File Edit Search Time Markers View Help |
T A b LN
e = |:] 8, '\ﬂ\ 'E:’\ la &l | €@ & [ From:fo sec To:[4999990 ns @ Marker: -- | Cursor: 2664 us ‘
- 55T Signals Waves
El. .xi_top | | T2me
in bus[15:0]
out_bus[7:0]

in[23:0]

Type | Signals

wire clk
wire error[23:0]

wire fb[23:0]

wire out[7:0]
wire resetb

wire residue[23:0]

Filter: |

Append| Insert | Replace | |
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C. Running a VppSim Simulation with a Verilog Module

e Returning to Sue2, click on VppSim Simulation within the Tools menu as shown below. A
VppSim Run Menu window should appear.

SUE2: test_second order sd (schematic) —— C/CppSim/CppSimShared/Suelib/Verilog_Examples/test_seco =1oOl =]
File Window Ed® Tools | Boc |

Verilog_Examples l:l
bus8_to_double
double_to_bus24
second_order_sd
test_second_order_sd

Library Manager

CppSim Simulation

NGspice Simulation =

Creaie spice netlist 3 CppSimModules
Create spice netlisi accum_and_dump =
o IR accumulator
np add2
and2
and3
ascii_store

hann hann datactar

-

devices

flag =
global

inline_cmd

inout

input —
name_net

name net s =

e Click on the Compile/Run button within the VppSim Run Menu window. The simulation

should complete such that the VppSim Run Menu looks similar to below.
VppSim Run Menu --- celk: test_second_order_sd, library: Verilog_Exa ;|g|5|

Kill Run

Close

Synchronizel Edit Sim Filel Netlist Onlyl CompilefRunl

Sim Mode: Verilog —
Sim File:  test.par —

Result: 20 percent completed B
______ 30 percent completed
______ 40 percent completed
______ 50 percent completed
______ 60 percent completed
...... 70 percent completed ...
...... 80 percent completed ...
...... 90 percent completed ...

s \MDSIM TUN COMplete] =seressssmsssssss

Note: run files contained in directory:
C:/CppSim/SimRuns/Verilog_Examples/test_second_order_sd

il

Hierarchy File: test.hier_v

=11

¢ bus8_to_double -Verilog_Examples- (cppsim)

¢ constant -CppSimModules- (cppsim)

(v cpp_internal_int_to_double_convert -CppSimModules- (verilog)
v cpp_internal_double_to_int_convert -CppSimModules- (verilog)
v cpp_internal_double_interp_to_bool_convert -CppSimModules- (verilog) [
v cpp_internal_bool_to_double_interp_convert -CppSimModules- (verilog)

¢ double_to_bus24 -Verilog_Examples- (cppsim) =

a1 b

I3

e Scroll up the Result section in the VppSim Run Menu to see the various messages produced
during the simulation. One key message is shown below, namely that filetype=gtkwave is not
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supported for output: statements when using VppSim. Note that filetype=matlab, which is
supported, is the default setting for output: commands. We will return to this issue soon.

VppSim Run Menu --- celk: test_second_order_sd, library: Verilog_Examples - |EI|5|
Close | Kill Run Synchronizel Edit Sim Filel Netlist Onlyl Compile/Run |
Sim Mode: Verilog —
Sim File:  testpar —
Result “‘-|IIIIIIIIIII....... :I
Warniggs #/&M0g demands that Ts must be in unit-time_~ ¥ *a .
«* thanging Ts from '2.500e-008' to '1.000e-008' Ca,
‘¢‘|Narning in ‘extract_main_code_parameters" '0’ J
o -= 'filetype=gtkwave' within _ AP
.0 ‘output:' command for probing “
N is not supported when running VppSim (i.e., netcode -vpp) -
[ —> please replace with 'filetype=matlab' in line: u
“ -= putput: test filetype=gtkwave :
. *
’0. within Sim File 'test.par' ‘0’
¢, ***Ignoring 'probe:' statement associated with this output statement g
Warsiggé: external node 'in' in module 'second_order_sd' (lib 'Veg‘leg_Examples'}
was demegq tp have bus '['IN_BITS-1:0]' (which has gr;lmkr!ohn variable) =l
il AL TR R _,I
Hierarchy File: test hier_v
c bus8_to_double -Werilog_Examples- (cppsim |
¢ constant -CppSimModules- (cppsim)
v cpp_internal_int_to_double_convert -CppSimModules- (verilog)
v cpp_internal_double_to_int_convert -CppSimModules- (verilog)
v cpp_internal_double_interp_to_bool_convert -CppSimModules- (verilog) —
v cpp_internal_bool_to_double_interp_convert -CppSimModules- (verilog)
¢ double_to_bus24 -Verilog_Examples- (cppsim) -
il I

e Since filetype=gtkwave is not supported for VppSim, a different method must be used to save
signals to be viewed by GTKWave. Fortunately, this is straightforward. To see how this is
done, click on Edit Sim File in the Run VppSim Menu window shown above. Scroll to the
bottom of the editor window that appears and you will see $dumpfile and $dumpvars
commands within the add_verilog_test_module_statements: command as shown below. The
add_verilog_test_module_statements: command adds statements to the test module portion of
a Verilog testbench that is autogenerated by VppSim. As such, we simply use the standard
Verilog testbench commands to save signals for viewing by GTKWave.
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z to he included in
nd nil xi

¢ Now that we have seen how VppSim saves signals for GTKWave, let’s move forward with
viewing them. Within GTKWave, click on Open New Tab and now select test.fst (not
test_0.fst) as the file to view.
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EJ GTKWave - C\CppSim\SimRuns\Verilog_Examples\test_second_order_sd\test 0.bd
File .Edit Search Time Markers View Help
Open New Tab

=lolx]

e i ShifttCtr+R Erv[| \,‘ZI E'V Frum:|0 sec To:[4999990 ns @ Marker: - | Cursor: 1695 us ‘

Export » Jals

Close Ctri+W -
bus[15:0]

Print To File Ctrl+P | hus[7:0]

VI p 1 " J ~ Computer = Local Disk (C:) = CppSim ~ SimRuns ~ Verilog_Examples « test_second_order_sd -
Organize *  New folder

d Y Favoritss MName = Date modified ] Type ] Size ] iz

F verilator_second_order_sd 5/2420146:51PM File folder

F| el Lbraries || .cppsim_author_info 5/24/20146:51PM  CPPSIM_ALTHOR_L... 1KB

C ; Iljlz;ucmeniﬁ || cppsim_dlasses.o 5/24/2014 8:55 PM O File 306 KB
] ] Piciures | ] fastlz.o 5/24/20146:51PM  OFile 6KB

o B videos || fstapi.o 5/24/20146:51PM  OFile 70 KB

e | |lz4.0 5/24/20146:51PM O File 56 KB

1 1% Computer || Makefile 5/24/20148:55PM  File 2KB

iy Local Disk (C3) € test 5/24/20146:51PM  C++Source BKE

Fil @ Shared Folders (\wmware-host) (Z:)

ll;;tisill--l------------g;mmu-ﬂam!’n'lmﬂciﬁm"""'ljzloﬁB.

.. test.fst 5/24/2014 8:55 PM FST File 2,523KB .‘~
4 &M Network LR am ..---l.‘
- | Jtesthier L S SN N mmm mmwwm w20 AV B BN @ 1KB
| | test.hier_v 5/24/2014 8:55 FM HIER_V File 1KE
| |testo 5/2420146:51 PM O File 37KB :J
File name: :_j ].'Z\II "_j
Open v] Cancel I
.

Using the same methods discussed in the previous section, you should be able to obtain a
zoomed-in version of the input and output signals as shown below.

Al L =lol x|
File Edit Search Time Markers View Help |
e 7 @ C'\ G‘?d\ E:{ || .::I ':L || _::I ':' From:|D sec T0:|5 ms @ Marker: — | Cursor: 2188200 ns ‘

‘ C:\CppSim\SimRuns\Verilog_Examples\test_second_order_sd\test.fst C:\CppSim\SimRuns\Verilog_Examples\test_second_order_sd\test.fst | | 4
¥ 55T Signals Waves

; 2100 us
E} test_second_order_sd_test T

Signals

clk
clk_xio[o]

in
in_bus[23:0]
ni

nl

out

reseth

K|

in bus[23:0]

out bus[7:0]

Filter: |

Append| Inser‘t| Replace|
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e One can also save signals for CppSimView, Matlab/Octave, and Python. To do so, click on
Edit Sim File in the VppSim Run Menu (or simply edit the file if you still have it open from
the previous exercise) and perform the following modifications to arrive at the file as shown
below:

o Comment out the line output: test filetype=gtkwave
0 Uncomment the line output: test start_sample=20e3 ....

rimulator [(in seconds)

add wverilog test module statements:

initial

hegin

e Click on Compile/Run in the VppSim Run Menu to re-run VppSim with the new output:
command settings. The simulation should completely as normal.
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e Either open CppSimView and click on the Load button, or simply click on the Load button if
it is still open from the previous exercise in this manual. You will see many of the same
signals as were present for CppSim, although some are missing since VppSim doesn’t support
the * command in saving signals. Click Reset Node List and then double-click on signals in
and out in order to see the waveforms shown below.

+) CppSimView --- Library: Verilog_Examples, Celk: test_second_order_sd
Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim —

=10l

Back | Forwardl

|| plotsigixinout’)

—— CppSim: C++ Behavioral Simulation —

D. Key Distinguishing Features between CppSim and VppSim

The above exercises illustrated that either CppSim or VppSim could be used to run simulations with

 testpar  testirl * nodes  platsigr.)

Synchl Load | TIME
in

Load and el in_bus_15_0

_Losdand eplt | || 1

Flat | reseth Simulated Verilog_Examples, Sim: test.par

out_kbus_7_0

Flesst Nods Lit | ’

combined CppSim and Verilog blocks. Also, either CppSimView or GTKWave can be used to view

results, with GTKWave being more handy when digital signals are present. Switching between

CppSim and VppSim is fairly seamless as the same Simulation file (i.e., test.par) can be utilized. As

such, a natural question to ask is why one might want to prefer one versus the other for simulating

systems?

At a high level, we compare CppSim and VppSim as follows:

e CppSim produces C++ code for the overall simulation. When including Verilog modules,
Verilator (written by Wilson Snyder) is used to convert the Verilog modules to C++ classes,
which are directly incorporated within the overall simulation. As such, Verilog support is
limited to what Verilator can handle, which is currently restricted to synthesizable code.

Verilog testbenches are not supported since the main simulation engine is custom written and

compiled C++ code.

e VppSim produces Verilog code for the overall simulation, and therefore directly supports
Verilog testbenches as well as synthesizable and functional Verilog code. In the Windows

version of CppSim, Icarus Verilog (written by Stephen Williams) is used as the main Verilog

simulator, and VppSim is used to seamlessly incorporate CppSim modules and create the
overall Verilog description. To incorporate the CppSim modules, VppSim first creates their
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corresonding C++ classes and connects Verilog wrapper modules which access the C++
classes using the Verilog PLI. In doing so, full CppSim module support is achieved without
translation, and standard Verilog simulation engines are supported since they universally
include the PLI interface. To include Verilog testbench statements, two Simulation file (i.e.,
test.par) commands are available (as further described in the CppSim Reference Manual):

o add_verilog_test file_statements: includes statements at the very top level of
Verilog simulation, which is especially useful for “define and “include Verilog
statements.

0 add_verilog_test module_statements: includes statements within the top module of
the Verilog code, which is especially useful for controlling top level signal values and
creating GTKWave dumpfiles as shown earlier in this section.

In addition to including testbench statements using the above commands, one can also include
Verilog modules which are not included within the schematic. Two commands are provided
for this:

o add_top_verilog_library file_statements: places the included Verilog modules at
the beginning of the Verilog simulation file.

o0 add_bottom_verilog_library file_statements: places the included Verilog modules
at the end of the Verilog simulation file. This is useful for avoiding statements such as
timescale in the included modules for impacting the schematic level modules in the
simulation.

The key issue between CppSim and VppSim is the use of custom C++ code versus a Verilog
simulator, respectively, for the simulation engine. Some key comparison points between these two
approaches are as follows:

e The C++ code generated by CppSim corresponds to constant time step simulation of the
overall system. This method is quite useful for analog blocks such as filters and signals such as
noise which must be updated on a regular basis, and directly compiled C++ code is quite
efficient at doing such regular operations.

e The Verilog code generated by VppSim corresponds to event driven simulation of the overall
system based on signal transitions. Since signal transitions within digital systems are typically
sparse, event-driven simulation can be much faster than constant-time simulation for such
systems. However, the extra overhead of scheduling events is a burden when dealing with
blocks that need constant update such as filters.

Given the above, we see that CppSim is best for analog-intensive systems that include digital blocks
for support of the analog functionality. In contrast, VppSim is best for digital-intensive systems in
which analog blocks play a less significant role, especially for cases where Verilog testbenches are
desirable. Since the main tradeoff is simulation speed, the combination of CppSim and VppSim
allows a complementary environment between analog and digital designers in which each side can
easily share blocks with the other.
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The Basics of Including Electrical Elements in CppSim/VppSim Simulations

Both CppSim and VppSim support the inclusion of electrical elements within simulations in which
nodal analysis is used to solve for the nodal signal values. The key issues associated with including
such elements are discussed here, with examples focusing on CppSim since VppSim will be identical
from the user standpoint.

A. Including Electrical Elements within System Descriptions

e Within Sue2, go to the sd_synth_fast_electrical schematic by selecting this cell within the
Synthesizer_Examples library using the schematic listbox as indicated below.

SUE2: sd_synth_fast_electrical (schematic) --- C:/CppSim/CppSimSharedfSuelib/Synthesizer_Examples, ] 5]
File Window Edit Tools Doc | |

Synthesizer_Examples |2
overall_sd_synth_two_point_mc
sd_synth
sd_synth_electrical
Blswin RS E gy,
sd_synth_fast_electrical a
e e R
ard svnth fristate 1

CppSimModules
accum_and_dump =
accumulator
add2
and2
and3
ascii_store

bana bana detector I
devices

flag =

global

inline_cmd

inout

input -

name_net

name net s Jid|

e Double-click on element RO and then click on the Edit button within the properties window
that appears.

SUE2: sd_synth_fast_electrical (schematic) --- C/CppSim/CppSimShared/Suelib/Synthesizer Examples - Dlil
Eile Window Edit Tools Doc |

Synthesizer_Examples [ =
overall_sd_synth_two_paint_m¢

sd_synth
=d_synth_elecirical
=d_synth_fast
sd_synth_fast_electrical
sd_synth_fast_simulink
=d svnth tristate

|4

i

Cell: resistor
Library: Spice

=
@
h

| I»l

name RO
resistance 495k
noise_enable |0

R

o
@
w

]

+" "o
.
e Editl‘:I '&-.‘-'.&l Deletel

CppSim —

L

Q.."

Done | Cancel |
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T C/CppSim/CppsimShared fCadencelib/Spice fresistor -0 x|

——%—— text.txt (Text) —-L5—&1]—\————————————————————— ——— ——————— <

File Edit Options Buffers Tools Help

As we see from the code below, RO corresponds to a module named resistor. Rather than
having a code: section, resistor is instead described with an electrical_element: command.
This command can be composed of one or many lines which include electrical primitives such
as resistors, capacitors, inductors, voltage_controlled voltage sources, etc. Please see the
electrical_element: description within the CppSim Reference Manual for more details on this
command. In this case, we see that the electrical_element: command consists of only one
element — a resistor with terminals and parameters matching that of the module. Note that for
electrical_element: modules, it does not matter if the terminals correspond to input or output
nodes since nodal analysis is used to solve for the signal values.

ule: r oY

double £

SUE2: sd_synth_fast_electrical (schematic) --- C:/CppSim/CppSimShared/SuelibfSynthesizer Examples/: -1l x|
File Window Edit Tools | Doc |

Open the CppSim Run Menu window and then click on Compile/Run to run the CppSim
simulation on the schematic. You will notice that it runs quite quickly. In fact, if you compare
the time for completing the simulation versus running CppSim on the sd_synth_fast
schematic, you’ll notice that there is little speed penalty in using the nodal version of the loop
filter as opposed to a code: based cppsim module such as leadlagfilter as used within
schematic sd_synth_fast.

—————————————————————— Synthesizer_Examples | =
Library Manager overall_sd_synth_twa_point_mc
CppSim Simulation sdsmih

VppSim Simulation

- ce]h sd_synth_fast_electrical, library: Synti =10 x|

C\osel Kill Run Synchronizel Edit Sim File | Netlist Only | Compile/Run

NGspice Simulation

Create spice netlist Sim Mode: CppSim —
Create spice neflist (with top sub) sim File:  test.par —

Result: 40% completed .. |+
,,,,,, 50% completed ..
...... 60% completed .
...... 70% completed .
...... 80% completed .
...... 90% completed .

LD I% 0

[DEA[E

Simulation Completed for Alter Run 0

kkkkkkkkkkkkkkkkkkk

Note: run files contained in directory:
C:/CppSim/SimRuns/Synthesizer_Examples/sd_syntn_fast_electrical

[=[+1
L

1|
Hierarchy File: test.hier_c

¢ add? -CppSimModules- (cppsim) -
¢ and2 -CppSimModules- (cppsim)
C capacitor -Spice- (cppsim)

¢ ch_pump -CppSimModules- (cppsim)
¢ constant -CppSimModules- (cppsim)
c cpp_internal_int_to_double_convert -CppSimModules- {cppsim)

¢ cpp_internal_double_to_int_convert -CppSimModules- (cppsim)

il
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e Click on the CppSimView icon to start the viewer, and then examine the vin signal as shown
below. In general, you can probe nodes associated with nodal elements in the same fashion as
those produced by CppSim modules containing a code: section.

-} CppSimView --- Library: Synthesizer_Examples, Celk sd_synth_fast_electrical 101 x|
Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim —

 testpar (@B EE ) Plot for CppSimView — L

ﬂl ﬂl TIME Simulated Signal for Cll

out

_Load and gl b
Flat | pfdout
sd_in
Feset Mode List | div_wal

xi12_xor_out
Back | Forwardl

|| plotsiglvin')

—— CppSim: C++ Behavioral Simu

B. Key Constraints When Using Electrical Elements

CppSim and VppSim are focused on achieving fast simulation at the system level. In general, nodal
analysis of large systems becomes prohibitively expensive in terms of computation time. To maintain
fast speed, CppSim and VppSim apply the following constraints when using electrical elements:

e Only linear electrical primitives and switches are supported. Such primitives include resistors,
capacitors, inductors, voltage-controlled voltage and current sources, current-controlled
current sources, independent voltage and current sources, and electrical switches with finite on
and off resistance. The electrical_element: command description within the CppSim
Reference Manual contains more details on these supported primitives.

e Coupling between electrical elements does not extend beyond a single schematic level in the
system hierarchy. When going between levels of hierarchy, ideal voltage buffers are inserted at
the schematic input and output boundaries.

e All electrical_element: primitives of a given module are inserted flat into the schematic
within which the corresponding instance is placed. As such, even though coupling is not
supported between electrical elements at different schematic levels, one can create higher level
elements such as detailed linear two-port modules by placing their description within an
electrical_element: based module as opposed to a schematic-based module.

e Numerical integration of the nodal analysis formulation of electrical elements provides one
parameter to the user, electrical_integration_damping_factor, which takes on values
between 0 and 1. The default value of 1 corresponds to backward Euler integration, whereas a
value of 0 corresponds to trapezoidal integration. As the parameter varies between 1 and 0, the
numerical integration method transitions between these two methods. The value of this
parameter for the overall simulation is set by placing the
electrical_integration_damping_factor: command within the simulation file. However, it
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can also be set individually for modules containing electrical elements at the schematic level at
lower levels of hierarchy. In such case, the module must simply contain a parameter called
electrical_integration_damping_factor which is set in the range of O to 1.

To better understand the above constraints, we will look at an example that shows different
approaches to representing cascaded RC filters.
e Within Sue2, go to the test_electrical_rc_filters schematic by selecting this cell within the
Electrical_Examples library using the schematic listbox as indicated below.

SUE2: test_electrical_rc_filters (schematic) --- C/CppSim/CppSimShared/Suelib/Electrical_| - |EI|1|
Eile Window Edit Tools Doc | |

EIedricaI_ExampIesl;I

signal_source_four_phase
signal_source_two_phase
test_electrical_ct_opamp_circui
test_electrical_current_dac
test_electrical_dt_opamp_circui
test_electrical_interpolation_tec
 tash sloutical moise w w 5 ,
test_electrical_rc_filters -
TR il AP
test_electrical_sar_adc_exampl
test_electrical_simple_network _|

-

CppSimModules
accum_and_dump =5
accumulator
add2
andz2
and3
ascii_store
bang_bang_detector
ch_pump
clipper
clocked_ascii_store
clocked_delay
constant hd

devices
flag =
global
inline_cmd
inout
input
name_net
name_net_s
output

e The above example contains various approaches to representing cascaded RC filter sections:
1) A resistor element with distributed capacitive loading that is implemented with the
electrical_element: command (Note that the voltage buffer included in the above
schematic is simply there to illustrate how voltage-controlled voltage sources can be
utilized).

0 To see the code as shown below, double-click on R3 in the schematic and then click on
Edit in the properties menu that appears. Note that the electrical_element: command
consists of five lines, the first two of which correspond to the resistance being slit into
two, and last three being the capacitors that connect to each side of the split resistance.
Also note that the parameter values in each line can consist of expressions which
involve the overall module parameters.
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TC:!CppﬁmeppﬁmSharedfCadumeljh!ﬂechitﬂ_ - |O ﬂ
File Edit Options Buffers Tools Help

tor with cap

double e, double noise enahle
nle h
inputs: double tl, doub
double b

enakble
enable

2) A cascaded two-stage RC filter section. In this case, the two stages are coupled such that
the poles formed by the network are altered by their mutual loading.

3) A cascaded two-stage RC filter network that has the same frequency response as directly
drawing the RC stages as done in (2). Each RC section is implemented as a CppSim
module using the electrical_element: command.

0 To see the code as shown below, double-click on xi2 in the schematic and then
click on Edit in the properties menu that appears. Note that the
electrical_element: command consists of two lines in this case, one of which
corresponds to the resistor and the other to the capacitor in the first order RC
network represented by the module.

T C/CppSim/CppSimShared/CadenceLib/Electrical_| i | m] |
File Edit Options Buffers Tools Help

capacitance

double in,
double out

rical element:

in out

6) A cascaded two-stage RC filter consisting of two first order RC stages implemented as
CppSim modules with the code: command. Unlike cases (2) and (3) above, the two first order
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stages are un-coupled such that the frequency responses consists of two poles at the same
frequency (i.e., 1/(2nRC)).
0 To see the code as shown below, double-click on xi8 in the schematic and then click on
Edit in the properties menu that appears. Note that the code: command makes use of
the CppSim Filter class to easily realize the lead-lag filter operation.

filt.inpiin):
out = filt.out;

text.txt [Text)—--L1--4l1l

7) A cascaded two-stage RC filter consisting of two first order RC stages implemented as RC

8)

schematics. Since the RC schematics occur at a lower level of hierarchy, they are uncoupled
from each other. As such, the frequency response is the same as that of case (4).

0 To see the schematic as shown below, single-click on xi6 and then press e. For this
schematic, it is important that the input and output pins be configured as shown since
it will impact how unity gain voltage buffers will effectively be inserted when the
module is instantiated within other schematics.

=1al |

EIectricaLExampIeSILI
signal_source_four_phase
signal_source_two_phase
te st_electrica\_ct_opamp_circui‘J
test_electrical_current_dac
resistance, noise_enable=noise_enable test_electrical_dt_opamp_circui |

. A " hd
tact alartrical intarnnlatinn tac 2

CppSimModules
accum_and_dump -

capacitance accumulator —
add2

andz

devices
flag -
global
inline_cmd
inout
input

name net =

A cascaded two-stage RC filter consisting of two first order RC stages implemented as RC
schematics. This is the essentially the same as case (5) above except for the setting of
parameter electrical_integration_damping_factor. In case (5), this parameter was set to 0
which corresponds to trapezoidal integration for nodal analysis. It turns out that trapezoidal
integration matches the frequency response of the CppSim Filter class which uses the bilinear
transform to create its filter response. In this case, the parameter
electrical_integration_damping_factor is instead set to 1 (the default value for nodal
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analysis in CppSim), which corresponds to backward Euler integration. Case (6) will therefore
give somewhat different results than cases (4) and (5), though the differences will become
negligent for sufficiently small sample time, Ts, of the simulation. In general, backward Euler
is chosen as the default method since it avoids artificial ringing in simulations which can occur
when using the trapezoidal integration method.

Using The CppSim Library Manager

The CppSim Library Manager provides the ability to do the following tasks related to libraries:
e Creation and deletion,
e Inclusion in or removal from the sue.lib file
e Importing and exporting to allow easy transfer to other users
To explain the second item in more detail, note that Sue2 only pays attention to libraries that are
contained in its sue.lib file (located in c:/CppSim/Sue2/sue.lib).

In this section we will discuss the key points related to the above operations. One key issue to
consider for all library operations is that Sue2 considers libraries only as a means to organize

modules, and not as a means to distinguish between modules. In other words, all modules must have a
unique name in Sue2 — you cannot have more than one module with the same name, even if those
modules are in different libraries. As such, the CppSim Library Manager is set up to check for such
name clashing and to take steps to deal with it. This issue is explained in more detail in the sections to
follow.

Another key issue is that the CppSim package separates libraries into Private and Shared categories.
Private libraries are located in c:/CppSim/SueLib and c:/CppSim/CadenceL.ib for the Sue2 modules
and their corresponding CppSim module code, respectively. Shared libraries are located in
c:/CppSim/CppSimShared/SueL.ib and c:/CppSim/CppSimShared/CadenceL.ib for the Sue2 modules
and their corresponding CppSim module code, respectively. Note that the CppSimShared directory
can be placed at an arbitrary location on the system in order to facilitate sharing of modules between
several users, and is therefore not constrained to its default location of c:/CppSim/CppSimShared.

One important point in working with Private and Shared libraries is that Private libraries take
precedence over Shared ones in the case of having a common library name. As an example, in the
case where there is a CppSimShared library in both the Private and Shared locations, the Shared
version of the library will be completely ignored (i.e., all of its modules will be ignored) and only the
Private version considered. The CppSim Library Manager circumvents the precedence relationship
by automatically renaming the Private version of the library in case the Shared version is desired.
This renaming will only be observed if one looks at the actual Private library directory name (i.e.,
using Windows Explorer), and will be invisible to the user if they are doing all operations within the
CppSim Library Manager.

We now proceed with discussing the CppSim Library Manager in more detail.

A. Basic Operations

The CppSim library manager is part of the Sue2 package, and must be run from its Tools menu item.
e Within Sue2, select the schematic library as Synthesizer_Examples and the schematic
module as sd_synth_fast as indicated in the figure below.
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e Now click on the Library Manager option under the Tools menu item as also shown in the
figure below.

SUE2: sd_synth_fas*t {c“ematic) --- G/CppSim/CppSimShared/Suelib/Synthesizer Examplesfsd_synth_fasl SeIECt SChematI C

=10l x|

Eile  Window Tools | b | library

Synthesizer_Examples

Library Manager
Tay T
CppS\rr.1 girﬁuﬂdﬂ)ﬂ EE

VppSim Simulation

NGspice Simulation

overall_sd_synth_two_point_mc

sd_synth
=d_synth_elecirical
=d_synth_fast
sd_synth_fast_electrical
sd_synth_fast_simulink
=d svnth tristate

-

Creaie spice netlist

CppSimModules

Create spice netlist (with fop sub)

accum_and_dump
accumulator

add2

and2

and3

ascii_store

bana bana detector

-

-

devices

flag

alobal
inline_cmd
inout

input
name_net
name net s

-

e The CppSim Library Manager window should appear as shown below.

{' CppSim Library Manager

Close ‘ Import Library Tool ‘ Export Library Tool ‘

'5ue lib' Operations: Add Library ‘ Remove Libranys ‘ schernatic win. | icon 1 win. | IconZ win. |

Library Operations: Create ‘ Renarme ‘ Dependencies | Delete |

Module Operations: Mowve ‘ Dependencies ‘ Delete |

Library:  |3ynthesizer _Examples A Module: gl _5d_synth_two_point_mod
CppSimiModules sd_synth
devices sd_synth_fast
CDR_Examples sd_synth_tristate
DFE sd_synth_tristate_fast
Digital_Synth_Examples sd_synth_tristate_int_sd_fast
DLL_Examples w so_synth_two_point_mod

Fesult:
------- NOTE: YOUWILL NEED TO RESTART SUEZ OMCE YOU ARE —-——--
------- FINISHED ¥ITH LIBRARY MANAGER OPERATIONS  ----—-

Since many of the above operations are fairly obvious, we will simply discuss the key points of the

overall interface:
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sue.lib Operations

Adding or removing a library from the sue.lib file has no impact on the actual files contained
in that library. Instead, Sue2 is simply directed to either consider or ignore those files. This
feature is mainly directed toward streamlining Sue2 operations such that only those libraries of
key interest are considered at a given time even though more libraries are present in the
package.

Name clashes between cells are considered for all modules that are included in the sue.lib file.
As such, if you attempt to add a library that has modules which will name clash with existing
modules, the Library Manager will not allow the library to be added.

In the case where there are name clashes and you do indeed want to access the modules in the
library, one possibility is to enable automatic renaming of the modules by first exporting them
and then importing them using the Import Library Tool discussed later in this document.

The export operation is done by first clicking on the Add Library button in the CppSim
Library Manager, and then by clicking on the Export Library Modules button in the resulting
window as shown below.

' Add Library to ‘sue. lib’ File

i P Tmay
Close | Add Library Q: r Expaort Library Modules

“""ssagpmmmannnn®’

Private: |7 Mo Private Libraries to Add = Shared: |OFDM_Example

...
4
*

.

MNote:
Private libraries are in 'C/CppSimssuelib’

shared libraries are in 'C/Cppsim/CppSimshared/Suelin’

Result:

Libraries to be added are separated into Private and Shared versions, which are distinguished
by their directory locations (see the discussion of Private and Shared libraries in the
beginning portion of this section). Using the Add Library command allows use of either the
Private or Shared version or neither one of them. Note that you cannot include both Private
and Shared versions of the same library. Note that if the Shared version of a library is chosen
instead of the Private version, the CppSim Library Manager changes the directory name of
the Private version. This name change will only be observed if one views the Private
directory name directly (such as by using Windows Explorer), and will be invisible when
working within the CppSim Library Manager.

The schematic win., iconl win., and icon2 win. buttons in the CppSim Library Manager
window (circled below) allow default settings for the starting library shown in each of those
windows. Note that in the Library: list, the first entry (i.e., Synthesizer_Examples)
corresponds to the starting schematic window library, the second entry (i.e.,
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CppSimModules) corresponds to the starting icon1 window library, and the third entry (i.e.,
devices) corresponds to the starting icon2 window library.

' CppSim Library Manager

Close | Import Library Tool ‘ Export Library Toal ‘
‘--‘-..-Illlllllllllll........
'sue.lib' Operations: Add Library ‘ Remove Librﬁl schematic win. ‘ icon? win. icon2 win. 1"‘
he LT T L L
Library Operations: Create ‘ Rename Dependencna; 1 EERESETTT a
Module Operations: ove ‘ Dependencies | Delete ‘
'----IIIIIIIIII.._.
o*" ®fdrary:  [Synthesizer_Examples ¥ e S oI O Tu DS e rall 5o synth_two_point_mod
5 CppSimiodules )<
‘ad, devices ass® B
Sagg, auu?® ;
@0 Eewples so_syhth_tristate
DFE so_synth_tristate_fast
Digital_Synth_Examples so_synth_tristate_int_sd_fast
DLL_Examples v so_synth_two_point_rmod
Result:

------- NOTE: vOUWILL NEED TO RESTART SUEZ ONCE YOU ARE ——-—--
——————— FINISHED WITH LIBRARY MANAGER OPERATIONS  ———

Library Operations and Module Operations

These are fairly straightforward to figure out, so that the user is encouraged to play around with the
various buttons to better understand their functionality.

B. Exporting CppSim Libraries

The Export Library Tool allows a library to be archived into a .tar.gz file, which can then be easily
passed on to other users or archived for backup. A key feature of this tool is that it not only exports
the modules within the selected library, but also included any modules from other libraries that the
targeted library modules depend on. By doing so, every dependency of the library is included in the
exported file, so that other users can reliably use its corresponding modules without needing to install
additional supporting libraries.

e To access the Export Library Tool, click on its associated button within the CppSim
Library Manager window (as shown below).
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" CppSim Library

Manager [Z| [El E|

.
Close Import Library Tool { Export Library Tool 1‘-

'sue.lin' Operations: Add Librany Remove Library | schematic win. | icon win. ‘ ican2 win. ‘
Library Operations: Create | Rename ‘ Dependencies | Delete ‘
Module Operations: Move | Dependencies ‘ Delete |

Digital_Synth_Examples
DLL_Examples w so_synth_two_point_mod

-
*2 P4
L
...lllll-“‘

Module:  |overall_sd_synth_two_paint_mod
sd_synth
sd_synth_fast
sd_synth_tristate
sd_synth_tristate fast
so_synth_tristate_int_sd_fast

Result:

NOTE: YOUWILL NEED TO RESTART SUEZ ONCE YOU ARE —-----
FINISHED WITH LIBRARY MANAGER OPERATIONS  -—-- n

To export a given library, simply select it in the Source Library: list and then press the
Export button, as indicated in the figure below. The resulting export file (i.e.,
synthesizer_examples.tar.gz in this case) will be located in ¢:/CppSim/Import_Export.

' Export CppSim Library E”E|g|

Py

*
CIDSEI’
’h

Yy

Export ‘:1'

Source Library:

Result:

>
L -
LE T T T LA

Destination File; |synthesizer_e:{amples tar.gz

oynthesizer Examples

C. Importing CppSim Libraries Generated from the Export Library Tool

The Import Library Tool allows a CppSim library to be imported from either a .tar.gz file created
by the Export Library Tool (as discussed in the previous section). One should note that this
operation is fairly sophisticated in order to avoid name clash issues between newly imported versus
previously existing modules. In particular, all modules to be considered for import will be checked to
see if their name coincides with any existing modules in the package (regardless of their library
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location). If there is indeed a name clash, the Sue2 file and CppSim code file of the to-be-imported
and existing module are compared to see if there are any differences between them. If there are no
differences (i.e., the Sue2 and CppSim files of the to-be-imported and existing modules match each
other), then the module to be imported is ignored since it is assumed that it already exists in the
package. If there are indeed differences, then the name of the module to be imported is changed (i.e.,
add2 would become add2_2, vco_2 would become vco_3, etc.) and then imported into the package.
The name changes are then propagated to all imported schematics that use the relevant cells.

We now explain basic operations of using the Import Library Tool

e Within the CppSim Library Manager window, click on the Import Library Tool button as
shown below.

' CppSim Librer, (Aunager

*
L]

*
Close To.. Irmport Library Tool J. Export Library Tool ‘

""saggpunnnt’®

'sUe lib' Operations: Add Librany | Remove Library ‘ schematic win. | icont win. ‘ icon2 win. ‘
Library Operations: Create | Rename ‘ Dependencies | Delete ‘
todule Operations: love | Dependencies ‘ Delete |

| Module:  |overall_sd_synth_two_ point_mod
sd_synth
so_synth_fast
so_synth_tristate
so_synth_tristate_fast
so_synth_tristate_int_sd_fast

w so_synth_two_point_rmod

Result:

——————— NOTE: YOUWILL NEED TO RESTART SUEZ ONCE YOU ARE ——----
------- FIMIZSHED ¥WITH LIBRARY MANAGER OPERATIONS -

e After performing the above operation, the Import CppSim Library window should appear as
shown below. In this case, assuming that you exported the Synthesizer Examples library
while playing with the Export Library Tool in the previous section, you should see the option
of importing synthesizer_examples.tar.gz.

0 The Destination Library corresponds to the library name that the imported modules will
be brought into. If the library does not currently exist, it will be automatically created. If
it does exist, then the Import tool will add the imported modules to whatever modules are
currently part of the library.

0 The Source directory is nominally set at c:/CppSim/Import_Export, which is the place that
Exported libraries are sent. When dealing with CppSim Version 3, the Source directory
should not be changed from this value. However, if you want to import modules from a
CppSim Version 2 installation, this directory should be changed to the base location of
that installation (i.e., c:/CppSim_old, as an example). This will be discussed in more
detail in the next subsection.
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0 The Preview and Import buttons are identical in most of the operations they perform,
with the key difference being that no modules are actually imported when using Preview.
The value of Preview is to observe error messages, which typically relate to issues
associated with name clashes, without having the Import operation follow through. Any
error messages could then be examined without having the extra issue of cleaning up a
problematic import operation.

L Import CppSim LikFrary
* .
M . a
Close " Preview ..‘ Import

Ssuggupnt

.
Destination Likrary. [MewLib

Source Directory: Browse |C:prpSimfImpDrt_E}:pDrt
Source File/Library: [

Result:
------- MOTE: YOUWILL NEED TO RESTART 5UEZ OMNCE YOU ARE --——--
------- FINISHED ¥WITH IMPORT TOOL OPERATIONS -

ALSQ: Mote that you can import libraries from a Cppsim (Version 2)
installation by choosing 'Source Directory:' as the base
directory location of that installation (i.e., c./CppSim_old)
by using the 'Browse' button above

e Asan example, click on the Preview button (as circled above) with
synthesizer_examples.tar.gz chosen as the Source File/Library. You should see several
messages appear in the Result window, with the final message being displayed as shown

below. Here we see that no modules would be imported since they are already contained in the
distribution.
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" Import CppSim Library

Close ‘ Preview | Import

Destination Linrary: [Newlib

Source Directory; Browse |C:prpSimf|mpDrt_E:{pDrt

Source FilesLibrary: |synthesizer_examples tar gz

Result: Library: 'Synthesizer_Exarmples', module: 'sd_synth_tristate_int_sd_fast A
Full directory: 'C/CppSimdAmport_Export/SimRuns/Synthesizer_Examplesisd_s
yrth_tristate_irt_sd_fast

===+ o modules need to be imported due to the fact that ===
== the current installation already has eqguivalent modules ===

D. Importing CppSim (Version 2) Libraries

The Import Library Tool also allows a CppSim (Version 2) library to be imported by simply
specifying the installation’s base directory location (i.e., ¢:/CppSim_old, as an example) as the
Source Directory. Note that this option only works with CppSim Version 2 installations, and not
with alternate CppSim Version 3 installations.

e Continuing with the example from the previous subsection, push the Browse button in the

Import CppSim Library window, and then select the base directory of a CppSim (Version 2)
installation. In the example shown in the figure below, we have chosen c:/CppSim_Version2.
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{ Import CppSim Library

Close ‘ Preview ‘ Import

Destination Library: LN‘EEVI__QJ, smamEEEREEEEN,,,, .

Source Directory: ;: Browse |C:prpSim_Versiun2 Yo

Fource File/llibrary: |Eiiuiiat= 4
CppSimtodules
HEVICES
Spice
HspExamples
MEw
SystemOFDM w

Result: Library: "Synthesizer_Exarnples', module: 'sd_synth_tristate_int_sd_fast’ e’
Full directory: 'C/CppSsimdmport_Export/SimRuns/Synthesizer_Examples/sd_s
yhth_tristate_int_sd_fast'

== o modules need to be imported due to the fact that =
e e cUrreNt installation already has eqguivalent modules =

e Now choose a Source Library, and then either Preview or Import as desired.

Creating Matlab Mex Functions and Simulink S-Functions

One tremendous benefit of using C++ as a behavioral language is that the resulting code is portable
and can be accessed from other packages. In particular, it is relatively straightforward to embed
CppSim simulation files within other software packages such as Matlab and Simulink. In particular,
CppSim provides such support by automatically generating “wrapper” code to allow a given CppSim
system to be compiled into Matlab as a mex function or into Simulink as an S-function.

In this section, we will provide examples of creating a Matlab mex function and Simulink S-function.

A. Matlab Mex Function Generation

e Select the schematic sd_synth_fast so that Sue2 contains this cell as shown in the figure
below.

e Select the CppSim Simulation option within the Tools menu window, as also shown in the
figure below.
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SUE2: sd_synth_fast (schematic) --- C/CppSim/CppSimShared[Suelib/Synthesizer_Examples/sd_synth_fast.s -3l x|

Synthesizer_Examples |+
overall_sd_synth_two_point_mc

=d_synth
sd_synth_electrical
sd_synth_fast
sd_synth_fast_electrical
=d_synth_fast_simulink

sd_svnth tristate I

EEEEER
VppSim Simulation

NGspice Simulation

Create spice netlist adg? div o CppSimModules
Create spice netlist (with top sub) o accum_and_dump =
v AP accumulator _
addz
andz2
and3
ascii_store
bana bana detector =
devices
flag =
global
inline_cmd
inout
input -
name_net
name net s |

e Within the CppSim Run Menu that pops up, click on the Edit Sim File button as shown in
the figure below.

' CppSim Run Menu --- cell: sd_synth,_fast, library: Synthesizer_Fxamples

P "a,
Close ‘ Kill Run | Synchrnni!n:a‘] Edit Sim File[:‘-letlist Orl|‘y" Compile/Run ‘

Sim Mode: CppSim —

Sim File:  testpar —

MITTTTE L4

d

Result = cell sd_synth_fast (Library Synthesizer Examples) ==

Donel

Hierarchy File: test.hier_c

C add? (cppsim) -
c and2 (cppsim)
C ch_pump (cppsim) w

e Notice the mex_prototype: statement in the Emacs window that appears from clicking the
Edit Sim File button. This statement must be included in the Sim File in order to create a
mex function. The format for this function is:

mex_prototype: [outl,outl] = func_name(inl,in2,paraml,param?2)



In this case, the outputs are chosen as signals sd_in and vin, the function name is
sd_synth_fast, and the input parameter is num_sim_steps. Note that the mex_prototype:
statement is explained in more detail in the CppSim Reference Manual (i.e., cppsimdoc.pdf).

¥ C:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast/test. par
File Edit oOptions Buffers Tools Help

mex prototype: [2d in,win] = =d synth fast (num sim steps)

e Within the CppSim Run Menu window, select Matlab as the Sim Mode option, and then click
on the Compile/Run button as shown in the figure below. As also shown in the figure, the
resulting messages indicate how to compile and run the mex function. Note that you need to
have a C++ compiler installed on your computer to enable the compile operation. Microsoft
provides a free "Express" version of their C++ compiler, and instructions for utilizing this with
Matlab are found at: http://www.mathworks.com/matlabcentral/fileexchange/22689

B. Simulink S-Function Generation

e Select the schematic sd_synth_fast_simulink so that Sue2 contains this cell as shown in the
figure below.

e Select the CppSim Simulation option within the Tools menu window, as also shown in the
figure below.
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SUE2: sd_synth_fast c*wrilink (schematic) --- C:/CppSim/CppSimShared/SuelibfSynthesizer_Examples/sd_s -1l x|
File Window EQit Tools | DSc | |

Synthesizer_Examples | %
overall_sd_synth_two_point_mc

sd_synth
sd_synth_electrical
sd_synth_fast
sd_synth_fast_electrical
sd_synth_fast_simulink

ad_svnth tristate I

VppSim Simulation

NGspice Simulation

Create spice netlist N & ) CppSimModules
Create spice netlist (with top sub) : e accum_and_dump -
. accumulator o
addz
andz2
and3
ascii_store
bana bana detector =
devices
flag =)
global
inline_cmd
inout
input -
name_net
name net s Jid|

e Within the CppSim Run Menu that pops up, click on the Edit Sim File button as shown in
the figure below.

i Cpp5im Run Menu --- cell: sd_synth_fast_simulink, library: Synthesizer_Ex... @@E

PELLLLETTN

Close | Kill Run ‘ Synchmni)ﬂ Edit Sim File:l:NetIist Orly ‘ Compile/Run |

tagpunt’®

Sim Mode:  CppSim  —

Sim File: test.par —

Result === el sd_synth_fast_simulink (Library, Synthesizer_Exarnples) =

Done!

Hierarchy File: test.hier_c

c add? {cppsim} &
C and2 (cppsim)
C ch_purnp (cppsim) K

e Notice the simulink_prototype: statement in the Emacs window that appears from clicking
the Edit Sim File button. This statement must be included in the Sim File in order to create
an S-function. The format for this function is:



simulink_prototype: [outl,outl] = func_name(inl,in2,paraml,param2)

In this case, the outputs are chosen as signals vin and out, the function name should be
specified as is sd_synth_fast_simulink, the input is sd_in, and the parameter is Ts. Note that
the  simulink_prototype: statement is explained in more detail in the CppSim Reference
Manual (i.e., cppsimdoc.pdf).

V" C:ICppSimiSimRuns/Synthesizer_Examples/sd_synth_fast_simulink/test. par @@
File Edit ©Options Buffers Tools Help

'# proke no
output: te

prole: out

output: t
prooe: nolseont

_ 3713 delta gl=5. B »
lokhal parsm: in gl delta gl=0.0 step time gl=100e3%*Ts

Simulink prototype: [vin,out] gd synth fast simulink(sd in,Ts) '

Within the CppSim Run Menu window, select Simulink as the Sim Mode option, and then
click on the Compile/Run button as shown in the figure below. As also shown in the figure,
the resulting messages indicate how to compile and run the S-function. Note that you need to
have a C++ compiler installed on your computer to enable the compile operation.
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" CppSim Run Menu --- cell: sd_synth_fast_simulink, library: Synthesizer_Examples

Close ‘ Kill Fun

....

e®
Synchrunize‘ Edit Sim File Netnstr:umﬂ Compile/Run | =

4
*

. ¢“‘f.-i....'.
Sim MogE:  Simulink — [
Lyg.

*5 +
Tapgganns®

Sirm File:  testpar —

Fesult;

= Wote: to compile S-Function within Matlab and set path; =

== o C/CppSimdSimEuns/aynthesizer Examples/sd_synth_fast simulinkiMatlab

== compile_sd_synth fast simulink_s

== addpathi'C/CppsimsSimREuns/Synthesizer Examples/sd _synth_fast_simulink/Matlab")

= Mote: to use S-Function within Simulink: =

1) Drag "S-Function' block from Simulink Library Browser to your model and double-click on it
21 Enter 'sd_synth_fast_simulink_s' for "S-function narme:'

31 Enter appropriate values for 's-function parameters:'

--- Simulink Block 'sd_gynth_fast_simulink_s' -—-

Farameters: Ts

Inputs: sd_in

Outputs: win, out

Conel

EX

Hierarchy File: test hier_c

¢ add2 (cppsim]

c and2 (cppsim)
C ch_pump (cppsim)

Using Python with CppSim

While using the CppSim Run Menu and CppSimView is a convenient interface for beginners,
more advanced users may want to consider running their simulations and doing post-processing
tasks directly in Python. To use CppSim within Python, you simply need to import the CppSim
Data module (which comes with the standard CppSim installation) by including the following
lines in a given Python script:

# import cppsimdata module
import 0s
import sys
if sys.platform == *darwin’:
home_dir = os.getenv(""HOME")
sys.path.append(home_dir + */CppSim/CppSimShared/Python’)
else:
cppsimsharedhome = os.getenv(*"CPPSIMSHAREDHOME")
sys.path.append(cppsimsharedhome + ‘/Python’)
from cppsimdata import *
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The CppSim Data module provides a class called CppSimData to allow easy loading of
simulation data into Python, a function called cppsim() to run CppSim simulations within Python,
and a supporting function for plotting phase noise. While we will show some simple examples
below, one should read the manual CppSim and Ngspice Data Modules for Python that is
available in the Doc menu of Sue2 for further details.

For the Python examples below, it is highly recommended that you download and install the
Express (i.e., free) version of the Enthought Canopy distribution of Python available at:

https://www.enthought.com/products/epd/free/

Note that for Windows platforms, you should download the 32-bit version of Canopy. For Mac
platforms (assumed to be 64-bit), you should download the 64-bit version of Canopy. For Linux
platforms, you should download the version that corresponds to your Linux operating system.

e As an example of running CppSim in Python, go to the simulation directory for the cell
sd_synth_fast by typing the following in the Editor window in Canopy Python (which we will
refer to as the Python prompt):

cd c:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast

For the above command, you must substitute the proper path for CppSim in place of
c:/CppSim. If you type Is at the Python prompt, you will see the many files produced by
previously simulations. The simulation file, test.par, should and must be present in order for
the steps that follow to work. Also, you must have imported the cppsimdata module as
discussed above. The Canopy editor window below summarizes these operations:
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@ Editor - Canopy e = | B |
File Edit View Search Run Tools Window Help
-
File Browser F X
Filter: | All Supported Files -
——
. perrott
4 | RecentFiles
sim_grm_curves.py [Selectﬁles from your computer]
Python c:\CppSim\SimRuns\Synthesizer_Examples\sd_synth_fast = X
Welcome to Canopy’'s interactive data-analysis environment!
with pylab-backend set to: wx
Type '?' for more information.
In [11: sys.path.append(’'c:/CppSim/CppSimShared/Python’)
In [2]: from cppsimdata import =
In [3]: cd c:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast
c:\CppSim\SimRuns\Synthesizer_Examples\sd_synth_fast
In [4]1:
Cursor pos -1 -1 [P)rthon ']

e Once you are in the above directory, type

cppsim()

at the Python prompt — this will run CppSim by default on the test.par file located in the
current directory. The cppsim() script will use the current directory information to determine
the name of the cell and library (the current directory is the cell name (i.e., sd_synth_fast),
and the next directory up is the library name (i.e., Synthesizer_Examples)) and then use this
information to automatically netlist the Sue2 cell and then run the simulation. The Canopy
editor window displays the result of running cppsim() as shown below:

55



-

g++ -c test.cpp
g++ -0 test test.o cppsim_classes.o -1lm
export LD_LIBRARY_PATH=;./test
...... 8% completed ......
Warning in Vco.inp:
in this case, divide_val '2", and should be »= "18°"
-> setting divide val to "18' whenever it is too small
...... 10% completed ......
kkkkkk 20% completed ......
...... 30% completed ......
...... 40% completed ......
...... 50% completed ......
...... 50% completed ......
kkkkkk 70% completed ......
...... 80% completed ......
kkkkkk 20% completed ......

Simulation Completed for Alter Run @

E S ] CppSiI‘I‘I run completedl FEEEREERREEERERLLERE

In [51: |

Cursor pos 10 -1

lPﬁhon ']

divide_val is too small for the given sample rate!

Python c:\CppSim'SimRuns\Synthesizer_Examplesisd_synth_fast =

= — - ™
@ Editor - Canopy B |j? S
File Edit Wiew Search Run Tools Window Help
™|

File Browser g X
Filter: |All Supported Files -

Hameredries

. perrott
4 || RecentFiles

sim_gm_curves.py [Selectﬁles from your computer]
x

m

Note that if one desires to run CppSim on a different simulation file, such as test2.par for

instance, then type the following command at the Python prompt instead of the above:

Once the run has completed, load the signals in file test.trO into Python by typing

cppsim(‘test2.par’)

data = CppSimData(‘test.tr0")

You can then view the signal names contained within this file by typing

data.lssig()

The Canopy editor window displays the result of running these commands as shown below:
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-
W Editor - Canopy

sim_gm_curves.py [Select files from your computer]

l | e S
File Edit View Search Run Tools Window Help
‘&
File Browser &F X
Filter: | All Supported Files -
——
> perrott
4 | RecentFiles C

Python o

c\CppSim\SimRuns\Synthesizer_Examples\sd_synth_fast

x

in this case, divide_wal = "2, and should be >= "18°

-» setting divide val to '18" whenever it is too small
10% completed
completed
completed
completed
completed
completed
completed
completed
completed

Simulation Completed for Alter Run @
L CppSim run completed! FREREEEEEERERERREAEE
In [5]: data = CppSimData('test.tr@’)

In [6]: data.lssig()

-~

m

OutC6]: ['TIME', 'div_wal’, "out’, 'pfdout’, 'ref’, 'sd_in’', ‘win’,
'xi12.xor_out’]
In [71: | il
Cursor pos =il 2 =il ’P)fthon 'l Il
8 )
°

The signals sd_in and vin are loaded into corresponding Python Numpy arrays as follows:

sd_in = data.evalsig('sd_in’)
vin = data.evalsig(‘vin’)

One can then perform post-processing or plotting of the above signals in Python as desired. As

an example, one can plot the vin signal by using the following commands:

from pylab import *
plot(vin)

These commands are also shown in the Canopy editor window below:
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Efiziea
oy e

File Edit View Search

Bun  Tools Window Help

s 1=1
Browser =) X| |
ter: |All Supported Files -
Create a new file
b H perrott
4 || RecentFiles o
Sim_gm_curves.py [Sehctigﬁmmml

Tip: You can also drag and drop files/tabs here.

Python

c:\CppSim\SimRuns\Synthesizer Examplesisd_synth_fast = X

..... 80% completed ......
..... 90% completed ......

Simulation Completed for Alter Run @

In [5]1:

Out[6]:

Cursor pos SlE =il

In [1@]:
outf1@]:

In [11]1:

CppSim run completed!

data = CppSimData( test.tr@’)

In [6]: data.lssig()

['TIME", °div_wval’', 'out’, 'pfdout', 'ref’, "sd_in’,
'xi12.xor_out’]

In [7]: sd_in = data.evalsig('sd_in")

In [81: vin = data.evalsig('vin')

In [9]: from pylab import =

plot{vin)
[<matplotlib.lines.Line2D at @x&3&f9fex]

[Python

=)

Also, the resulting plot is shown below:

'vin',

-
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Using Matlab with CppSim

To use CppSim within Matlab, users simply need to add the Hspice Toolbox commands (which
come with the standard CppSim installation) to the Matlab path. This operation is performed by

typing
addpath(‘c:/CppSim/CppSimShared/HspiceToolbox")

at the Matlab prompt, where c:/CppSim should be replaced by the actual path you chose for
CppSim during the installation.

Three types of CppSim operations are supported within Matlab — running CppSim simulations,
creating Matlab mex functions, and creating Simulink S-functions.

A. Running CppSim Simulations in Matlab

e As an example of running CppSim in Matlab, go to the simulation directory for the cell
sd_synth_fast by typing (in Matlab):

cd c:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast
Again, you must substitute the proper path that you chose for CppSim in place of c:/CppSim.
If you type Is at the Matlab prompt, you will see the many files produced by previously
running simulations within CppSimView. The simulation file, test.par, should and must be
present in order for the steps that follow to work.
Once you are in the above directory, type
cppsim
at the Matlab prompt — this will run CppSim by default on the test.par file located in the
current directory. The cppsim script will use the current directory information to determine
the name of the cell and library (the current directory is the cell name (i.e., sd_synth_fast),
and the next directory up is the library name (i.e., Synthesizer Examples)) and then use this
information to automatically netlist the Sue2 cell and then run the simulation. If one desires to
run CppSim on a different simulation file, such as test2.par for instance, then type the
following command at the Matlab prompt instead of the above:
cppsim test2.par

Once the run has completed, load the signals in file test.trO into Matlab by typing

x = loadsig_cppsim(‘test.tr0’);

You can then view the signals contained within this file by typing

Issig(X);
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Finally, plot the signals sd_in and vin by typing
plotsig(x,'sd_in;vin');

e A key advantage of using Matlab is the greatly increased flexibility it offers for doing post-
processing. In particular, one can create Matlab scripts to load in CppSim output files (i.e.,
test.tr0, test.trl, ...) and then perform sophisticated processing on the signals they contain. To
do so, one needs to turn signals embedded within CppSim output files into Matlab signals.
This is achieved for signal vin in the above example by typing

vin = evalsig(x,’vin’);

in Matlab. The above operation allows one to now directly access the data values of vin in
Matlab. For instance, to view the first ten samples of vin, simply type

vin(1:10)
in Matlab.

It is worthwhile to examine the Hspice Toolbox manual (which is provided as the PDF
document: c:/CppSim/CppSimShared/HspiceToolbox/document.pdf) for more information on
the Matlab commands it offers related to viewing and post-processing. Also, a few post-
processing functions are available in c:/CppSim/CppSimShared/MatlabCode that perform
similar operations to the plot_pll_phasenoise(...) and plot_pll_jitter(...) functions in
CppSimView.

B. Creating Matlab Mex Functions

Assuming you have created a mex_prototype: statement within the Sim File (i.e., test.par) of a
cell, you can directly create and compile the mex function in Matlab.

e Asan example of creating a mex function corresponding to a CppSim simulation in Matlab, go
to the simulation directory for the cell sd_synth_fast by typing (in Matlab):

cd c:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast

Note that you must substitute the proper path that you chose for CppSim in place of
c:/CppSim.

Once you are in the above directory, type
cppsim2mex

at the Matlab prompt — this will run CppSim by default on the test.par file located in the
current directory. The cppsim2mex script will use the current directory information to
determine the name of the cell and library (the current directory is the cell name (i.e.,
sd_synth_fast), and the next directory up is the library name (i.e., Synthesizer_Examples))
and then use this information to automatically netlist the Sue2 cell, create the mex code for the
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CppSim simulation, and then compile it (assuming you have installed a C++ compiler on your
computer). If one desires to run the cppsim2mex script on a different simulation file, such as
test2.par for instance, then type the following command at the Matlab prompt instead of the
above:

cppsim2mex test2.par

C. Creating Simulink S-Functions

Assuming you have created a simulink_prototype: statement within the Sim File (i.e., test.par) of
a cell, you can directly create and compile the Simulink S-function in Matlab.

e As an example of creating an S-function corresponding to a CppSim simulation in Matlab, go
to the simulation directory for the cell sd_synth_fast_simulink by typing (in Matlab):

cd c:/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast_simulink

Note that you must substitute the proper path that you chose for CppSim in place of
c:/CppSim.

Once you are in the above directory, type
cppsim2simulink

at the Matlab prompt — this will run CppSim by default on the test.par file located in the
current directory. The cppsim2simulink script will use the current directory information to
determine the name of the cell and library (the current directory is the cell name (i.e.,
sd_synth_fast_simulink), and the next directory up is the library name (i.e.,
Synthesizer_Examples)) and then use this information to automatically netlist the Sue2 cell,
create the S-function code for the CppSim simulation, and then compile it (assuming you have
installed a C++ compiler on your computer). If one desires to run the cppsim2simulink script
on a different simulation file, such as test2.par for instance, then type the following command
at the Matlab prompt instead of the above:

cppsim2simulink test2.par

Killing Runaway CppSim Simulations

If you ever wish to kill an ongoing CppSim simulation, there are two ways to do it.

e If you have run the simulation from the CppSim Run Menu window, simply click on the Kill
Run button to end it as shown in the figure below.
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" CppSim Run Menu, --- cell: sd_synth_fast, library: Synthesizer_Fxamples

* *
L2
Closg | Kill Fun |:Eiyn|:hr|:|nize ‘ Edit Sirn File | Metlist Only | Cormpile/Fun
*

Sim Mode:  CppSim —

Sim File:  testpar —

Result: clk =-0479 prev_clk =-3.307 A

b

Hierarchy File: test hier c
c add? (cppsim) e

¢ and2 (cppsim)
¢ ch_pump {cppsim) Z

..lll“

i

probatle issue; need to have more samples per clock period
Warning in Latch.inp: inis constrained to be -1.0 <=in«<=1.0
in this case, in = 3.307
Warning in Latch.inp: inis constrainedtobe-1.0«<=in«<=1.0
in this case, in =-3.307
Warning in Latch.inp: inis constrainedto he-1.0 <=in<=1.0
in this case, in =-3.307
Warning in Latch.inp: inis constrainedto be -1.0<=in<=1.0
in this case, in = 3.307
______ 10% completed ...
...... 20% completed ...
...... 30% completed ...

An alternative method is to directly kill the process:

(0}

In Windows: push Ctrl-Alt-Delete in Windows, left-click on the Processes tab of the
form that comes up, and then left-click on test.exe (or the appropriate name if the
simulation file was not test.par — i.e., test_new.par -> test_new.exe). You can search
among process by repeatedly hitting the first letter of the process you seek (i.e., press
the t key several times in this case). Once you have selected test.exe (or the
appropriate process), then left-click on End Process and then click Yes in the dialog
box that pops up.

In Mac OS X: run the Activity Monitor from the /Applications/Utilities folder. Select
the application with process name test (or the appropriate name if the simulation file
was not test.par — i.e., test_new.par -> test_new), and then click on the Quit Process
button.

In Linux: run the top command from the Linux shell prompt. Find the application with
process name test (or the appropriate name if the simulation file was not test.par — i.e.,
test_new.par -> test_new), and then type kill -9 test.
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More Details on CppSimView

In this section, we will examine more details related to using CppSimView to view simulation results
from CppSim. We will do so through example.

A. Preliminary Setup

Within Sue2, open up the sd_synth_fast schematic within the Synthesizer Examples library,
and then select the CppSim Simulation item from the Tools menu item as shown in the figure

below.

SUE2: sd_synth_fast ‘s  matic) - C:/CppSim/CppSimShared/Suelib/Synthesizer_Examples/sd_synth_fas
File Window Edil8 Tools ro |

~0jx]

CppSim Simulation
EEEEEEET

TNama
VppSim Simulation

NGspice Simulation

Create spice netlist
Create spice netlist (with fop sub)

Synthesizer_Examples |
overall_sd_synth_two_point_mc
=d_synth

sd_synth_electrical

sd_synth_fast
=d_synth_fast_electrical
=d_synth_fast_simulink

sd svnth tristate I

CppSimModules

accum_and_dump =
accumulator

add2

and2

and3

ascii_store

bana_bana detector |

devices

flag =
global

inline_cmd

inout

input -
name_net

name net s Ll

In the CppSim Run Menu that comes up, click on the Compile/Run button to run the

CppSim simulation, as shown in the figure below.
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" CppSim Run Menu --- cell: sd_synth_fast, library: Synthesizer_Examples
swu® Tug,
\d
Close | Kill Fun | Synchronize | Edit Sim File | Metlist Onl‘[ CDmpiIEIRunI:

LT TTT L

Sim Mode:  CppSim —

i

Sim File:  testpar —

Result, ... 40% completed ... e
...... 50% completed ...
...... £0% completed ...
______ 70% completed ...
______ 80% completed ...
...... 90% completed ..

Simulation Completed for Alter Run 0

CppSim run completed!

Mote: run files contained in directony:
C/CppSim/SimRuns/Synthesizer_Examples/sd_synth_fast

Hierarchy File: test.hier c
c add2 {cppsim) e
C and2 (cppsim)
C ch_pump (cppsim) -

e Start CppSimView by performing the following action:
0 Windows: double-click on the CppSimView icon on the Windows Desktop.
0 Mac OS X: double-click on the CppSimView app in the Applications folder
0 Linux: at the Linux prompt, run the command cppsimview
You should a window as shown below.

) CppSimView --- Library: Synthesizer_Examples, Celk: sd_synth_fast 101 x|
Save to .epsFile Save to .figFile Save to Clipboard Zoom — imHome: c: Sim —
p ] pb Zog GpReigome: .ICDp

'R 0]
Synchl Load |

Load and Replat |
Flat |
Reset Mode List |

Back | Forwardl ;I
! |

—— CppSim: C++ Behavioral Simulation Written by hMichael Perratt (hitp:/Awww. cppsim.com)

N
& testpar $, © MNoOutputFile ‘: © Mo Modes  platsigr.) " messages

B. Selecting an Output File

e Click on the output file radio button (see circled button above) to select an output file
produced during the CppSim simulation. In this case, let us choose test.tr0. In practice,
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multiple output files are supported, which can be useful in case fancy triggering and
decimation routines are desired. See the test.par file for this example to see how triggering
was used to create test_noise.trO, and refer to the CppSim Reference Manual (i.e.,
cppsimdoc.pdf) for further details.

C. Basic Plotting and Zooming Methods

Save to .epsFile Save to figFile Save to Clipbo§d Zoom - CppSimHome: c:ICDp‘IS@.—- LLE T IS

.} CppSimView --- Library: Synthesizer_Bxamples, T-IF sd_synth_fast - |E||i|

Click on the nodes radio button as circled below. Then enter an expression into the
command line and then click on the Plot button to produce a plot of the specified signals. In
the example below, we have specified that we would like to plot signals vin and sd_in added
together in one subplot and pfdout in the other subplot. Please refer to the Hspice Toolbox for
Matlab/Octave manual for a description of the notation used here.

. q
S_'.-'nchl Loadl TIME 0.......-“v ;I

®agat
" testpar "™ festi0 s & nodes e  plotsigl..) ' messages

out

-
3
.1

faa samuns? .
Feset Mode List | div_sval

Load and Replot | \rfr:
u Ny,
Po | S ——

o(5d_in

x12_xor_out

Back | Forward | LI

»
e

IpIotsig(:a'vin+sd_in;pfd0ut') . ‘

v

-
. Lo GppSinT ‘C:‘+ Behavioral Simulation —— YWritten by Michael Perratt (http:/fwww. cppsim. com)

Now click on the Zoom button (circled in the above figure) to bring up zoom controls on the
plot as shown below. Each of the zoom keys has a respective hot key indicated by the
parenthesis in each word. For instance, pressing z (upper or lowercase), allows one to zoom
into a subportion of the x-axis of the current plot. Exceptions to this rule are the zoom In and
Out buttons, whose hotkeys are the up and down arrow keys. Also, the left and right pan
keys, < and >, are hot-keyed to the left and right arrow keys.

O Note that no Y zoom functions are currently implemented. However, they are

generally unnecessary since the Y-axis gets adjusted automatically during X-zoom
operations.

65



=} |Plot for CppSimVYiew --- Library: Synthesizer_| Examples Cell: sd synth f.. E].

K N RN [ ] =
—

102
100

100 150 200 260 300 350 400 450

Il 1Tt T T 1 1 T [ ]

100 150 200 2800 350 400 450

Load and [R)eplot ds]

Press the m key to begin measuring a signal. Press the left mouse button repeatedly until you
are satisfied with the point selected. Then press the right mouse button to complete the
measurement.

Press the d key to begin a difference measurement. Press the left mouse button repeatedly
until you are satisfied with the first point to be selected. Then press the right mouse button
repeatedly until you are satisfied with the second point to be selected. Press the left mouse
button to complete the measurement.

0 Note that you can combine the Measure and MeasDiff commands. First, perform a
measurement command by pressing the m key as described above. Upon completion
of this command, press the d key to begin a MeasDiff command. However, instead of
pressing the left button, press the right one. The first point will remain that selected by
the Measure command, and the second can now be set where desired. Press the left
mouse button to complete the MeasDiff operation. The advantage offered by this
option is that you can zoom into a particular part of the waveform and select an initial
point using the Measure command. You can then zoom into a different portion of the
waveform, and then left-click on MeasDiff to determine the difference from the last
point to a new point in the current zoom location by using this technique.

Press the | key (i.e. lowercase L) to display the actual sample values from the simulation (as
indicated by circles). Press the | key again to return to solid lines for the plot.

Press the p key to return to the previous zoom value (i.e., the last achieved through use of the
Zoom X button). Note that if you just used the Zoom X function without doing any other
zoom or pan operations, you will see no change in the plot.
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e Press the Zoom button again on the CppSimView main window (as circled in the figure
above) to remove the zoom buttons from the plot window.

D. Advanced Plotting Methods

e There are actually five ways to perform plotting with CppSimView.

(0]

(0]

-} CppSimView --- Library: Synthesizer_Examples, Celk: sd_synth_fast — | = |1|

Save to .epsFile Save to .figFile Save to Clipboard Zoom -— CppSimHome: ¢ fCppSim —

The first is to left-click on the Plot button once an expression is entered into the bottom
command line (as demonstrated above).

The second is to double-click on a node in the listbox (such as vin, as shown in the
figure below). The plot expression currently selected on the plot radio button (i.e.,
plotsig(...) in the figure below) will then be filled with the selected node name (i.e.,
vin in this case, so that we obtain plotsig(x,’vin’) in the command line) and the
expression is plotted. If you continue to double-click on nodes, additional subplots are
created with the new signals. To reset the number of subplots to one, press the Reset
Node List button.

The third is to enter a plot expression directly into the command line and then press the
Enter key to produce the corresponding plot. One can also modify an existing
expression created, for instance, by the second method. The latter method often proves
convenient — simply double-click on the desired signals to produce various subplots,
and then modify the resulting command line expression to implement functions on the
various signals or to position them on the same subplot (using a comma separator
rather than a semicolon).

The fourth is to enter a plot expression in the command line, but insert # characters into
the expression where you would like to have signal names. Once you have completed
the expression, double-click on node names and observe that the # characters are
substituted from left to right with the signal names. Once the last # character has been
filled in, a plot of the expression will be produced.

S_l,lnchl Load | TIME ;I

" testpar " testirl] % nodes  plotsigl.) " messages

out

Load and Replat | ref
Plat | pidout |
sd_in
Fiezet Mode List | div_wval

x112_xor_out

Back | Forward | LI

u
" ﬂ plotsig pc #+#4) e ‘

ynns®

TuEas - 2 -
ppSlm: C++ Behavioral Simulation —— ‘Whitten by Michael Perrott {hitp:/ v cppsim.com)

o The fifth method is to use the Back and Forward buttons to scroll through a history of

previous plotting expressions. Once a desired plotting expression is encountered, left-
click on the Plot button to replot it or perform alterations of the expression in the
command line as desired and then press the Enter key. Note that the history
commands are specific to the selected simulation file and output file (i.e., test.par and
test.trO, for example, in the figure below). The history keeps track of the last 400
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commands used on a given cellview (i.e., for sd_synth_fast, as an example), and it is
shared among the various simulation and output files for that cellview.

E. Saving Plots to EPS files, FIG files, or the Windows Clipboard

e To save plots to an eps file, fig file, or to the clipboard, press either Save to .eps File, Save to
.fig File, or Save to Clipboard, respectively, in the CppSimView main window. When saving

to the clipboard, the plots can then be pasted into other Windows applications such as Word or
PowerPoint.

| T psinview --- Library: Synthesizer_o xarrles, Cell: sd_synth_fast

.
’. Save to .epsFile Save to .figFile Save to Clipboard Zoﬁm —- CppSimHome: c:/CppSim —-
oy

=10l

.
TR R aaspals e annn®® * 7 testun * nodes  platsigr.)  messages

Synchl Load | TIME d

out

Load and Replat | n?f
Rrln]

P
sd_in

Reset Node List | div_val

xi12_xor_out

Back | Forwardl ;I

|| plotsiglx vin+sd_in;pfdout’) ‘

—— CppSim: C++ Behavioral Simulation

YWhritten by Michael Perrott (http:/ s cppsim.com)

F. Choosing Different Plotting Functions

e As mentioned above, double clicking on signal names allows plotting to occur by filling in the
current plot expression. To choose a different plot expression, press the plot function radio
button (i.e., plotsig(...) in the figure below).

) CppSimView --- Library: Synthesizer_Examples, Celk: sd_synth_fast o ] 4|

Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim —

®
" testpar  testirl & nodes ‘,‘ " platsigr..) ", " messages
Synch | Load | TIME L rrEaawE ;I

out

Load and Replot | rgf
Rl

Pt |
sd_in

Reset Node List | dliv_val

w12 _xor_out

Back | Forwardl Ll

|| plotsigix,win+sd_in;pfdout’ ‘

CppSim: C++ Behavioral Simulation —— ‘Witten by Michael Perott (hitp:fAww.cppsim. com)

As you select different expressions in the listbox, their name will appear in the radio button label,
with the exception of non-plotting functions such as plot_title(*name’), etc.
0 The non-plotting functions can be used to label current plots. Simply select one of

these non-plotting functions, then click on the nodes radio button, and then hit Enter
to execute the function.
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o Some of the plotting functions, such as plot_pll_phasenoise(...), require additional
parameters beyond just signal names (such as f_low and f_high in this case). Alter the
plot expression in the command line so that these parameters are replaced with
numbers (i.e, substitute, as an example, 10e3 for f_low and 25e6 for f_high). Upon
pressing Enter, the expression in the listbox will contain the updated information. If
one then clicks on the nodes radio button and begins double-clicking on signal names,
the new expression will be appropriately executed.

-} CppSimView --- Library: Synthesizer_Examples, Celk sd_synth_fast - | | |ﬂ

Save to .eps File Save to .figFile Save to Clipboard Foom  -— CppSimHome: c:fCppSim --—

guuEEEEEEEEEEEg,,
 tastpar  testirl  nodes 0‘_ & plot_pll_phasenaizer,.) :f messages

a a
Synchl Load | plotft_logb nades’) TEFfiasEaunEur® ;|

plot_fft_logx_mag(x, 'nodes?

plot_fit_db_logxx,'nodes")
MI plot_fft_db_logx_macix'nodes") J

Plat | eyesiglx petiod start_off 'nodes")
evesig_gmskixperiod.star_off'nodes’)

Feset Mode Listl scatter_eve_gmskixsymbol_rate,start_off,'nodes’

plot_psdix'nodes" logxy)
Back | Forwardl plot_psd_dbix 'nodes"logx" =l
assEEEENEENEENREg,,

* - =
. plot_pll_phasenoise(x10e3.25e6.'nodes’) o! ‘

Y
fEimmn mpgml Lo B'eﬁavioral Simulation —— ‘Whitten by Michael Perrott {hitp:/ v cppsim.com)

G. Using the plot_pll_phasenoise(...) Plotting Function

e Continuing with the above example, click on the test.trO radio button, and then choose
test_noise.tr0 as shown below. If you examine the test.par file by pressing the Edit Sim File
button, you’ll notice that test_noise.trO stores data from time sample 200e3 to the end of the
simulation run — avoiding the first 200e3 samples allows transient effects to be removed from
the noise analysis to follow.

-} CppSimView --- Library: Synthesizer_Examples, Celk: sd_synth_fast — |EI|1|
Save to .epsFile Save to .figFile Save to Clipboard . P m-aOppEmioge; E."CppSim -
* L4
" testpar X & test_noise.trl 4 NohModes " plot_pll_phasenoise.] { messages
Synch Load ] ) <
-'"_l | testirl TSaggggunnt® ;l
itest noise il
Load and Replat |
Plat |
Reset Node List |
Back | Forward | LI
—— CppSim: C++ Behavioral Simulation —— \ritten by Michael Perrott (hito:/ s, cppsim.com)

0 Now click on the No Nodes radio button to load in the signals from the test_noise.tr0
file. As shown below, only two signals were probed in this file: TIME and noiseout.
Notice that the plot_pll_phasenoise(x,10e3,25e6,”’nodes’) function now appears in the
command line. Double-clicking on noiseout causes the ‘nodes’ entry in the function
to be replaced with noiseout and for the resulting expression to be plotted. The
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resulting phase noise plot for the synthesizer is shown below — the left axis indicates
the value of the phase noise in dBc/Hz, and the right axis indicates spur levels in dBc.
The left and right axis display different scales due to the fact that the resolution

bandwidth is not 1 Hz.

-} CppSimView --- Library: Synthesizer_Examples, Celk sd_synth_fast o ] 4|
Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:prpS‘in;—-—- EEEy, ~
L 4
" testpar " test_noise il l‘ ] * " plot_pll_phasenaise(.)  messages
Synch | Load |
noiseout “
LoadandHepIotl DOUble'C“Ck
Flat |
Reset Mode List |
Back Farward ;I
T--ITIIIIIIIIIII.....-
: plat_pll_phasenoise(x 10232526, nodes") -“ ‘
] at
~a LR T .
.—..CppSh’fI.' T B&Ravioral Simulation Witten by hMichael Ferratt (hitp:/fwswew. copsim.com)
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H. Using the plot_pll_jitter(...) Plotting Function

e Now choose the CDR_Examples library in the Sue2 schematics listbox. Click on linear_cdr,
which brings up the schematic of a clock and data recovery circuit that uses a Hogge detector
for phase detection as shown below. As shown circled in the figure, the source clock and
output clock are passed through edgemeasure blocks whose outputs are edge ref and
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edge_clk, respectively. The edgemeasure blocks produce signals that are compatible with the
plot_pll_jitter(...) command now described.

SUEZ: linear_cdr (s Wwmat.l) --- G/CppSim/CppSimShared {Suelib/CDR_Examples/linear_cdr.sue A ;Iglzl
4 |
Elle Window Edt Tools | dc | M |
"
i CDR_Examplesl;l
Library Manager bang_bang_cdr
NEELE - il ] e,
— linear_cdr «®
L]
Vppsim Simulation fh o g e carmiBn
NGspice Simulation ) - |
Create spice netlist CppSimModules
Create spice netlist (with top sub) t accum_and_dump B
T accumulator |
addz
and2
and3
ascii_store
bana bana detector I
devices
flag =
global
inline_cmd
inout
input ]
name_ngt
name net s LI

e Now click on the CppSim Simulation menu item as shown above, such that the CppSim Run
Menu window appears as shown below. Click on the Compile/Run button as circled below.

£ CppSim Run Menu --- cell: linear_cdr, library: CDR_Examples

*
Close ‘ Kill Run ‘ Synchronize | Edit Sim File ‘ Metlist DnIyII Compile/Run

* DY
. ) Sagan®
Sim Mode:  CppSim —
Sim File: test.par —

Result: .. 40% completed ...
...... 0% completed ...
...... G60% completed ...
...... T0% completed ...
...... g0% completed ...
...... 90% completed ...

%

Simulation Completed for Alter Run 0

Cppsim run completed] s

Mote: run files contained in directory:
C/CppSsimisimRuns/COR_Examplesiinear_cdr

Hierarchy File: test.hier_c
C add2 {cppsim)
C ch_pump (cppsim)
C constant (cppsim) 3

o0 Now click on Synch button in the CppSimView window. The top of the CppSimView
window should indicate that the current cell has changed to linear_cdr. Then click on
the No Output File radio button to select test.trO, followed by the No Nodes radio
button to load in the nodes of test.tr0. Now click on the plotsig(...) radio button and
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choose the plot_pll_jitter(...) function from the list box. This function will appear in
the command line — replace ‘ref timing_node’ with ‘edge_ref’, and replace
start_edge with 30e3. Hit the Enter key to update the plot_pll_jitter(...) function in
the listbox. Now click on the nodes radio button — the CppSimView window should
appear as shown below. Double-click on edge_clk in the listbox to fill in ‘nodes’
within the plot_pll_jitter(...) function and create the plot shown below.

.} CppSimView --- Library: CDR_Examples, Celk linear_cdr o 4
Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim

" tastpar  testirl (G  plot_pll_jitter{..) " messages

S_l,lnchl Load | TIME ;I
win
data_out
Load and Replat | i i momie
Plot I _
o |2doe_ref o

Fieset Mode List | foauns
Back | Forwardl ;l

“ plot_pll_jitter(x.'edge_ref, 303, nodes") ‘

—— CppSim: C++ Behavioral Simulation Wirittan by Michael Perrott (hitp:iww cppsim.com)

o0 As shown below, the plot pll_jitter(...) plot displays the instantaneous phase
difference between the reference and output clock edges in unit intervals (Ul) — note
that one Ul corresponds to 2z radians in phase. The red line corresponds to the chosen
value of start_edge, and marks the region over which the steady-state jitter calculation
occurs. In the example below, the jitter between the reference and output clock is
calculated to be 1.3 ps (rms) for all edges to the right of the red line.
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More Details on Sue2

Sue2 provides a convenient graphical interface for creating and modifying CppSim systems, and is
designed to have a similar look and feel as Cadence Composer so that IC designers can easily
alternate between these tools as they iteratively perform system and circuit level design. A more
complete manual is available for Sue2 as the PDF document:
c:/CppSim/CppSimShared/Doc/sue_manual.pdf, but we will cover enough of its operation here for
users to get a good feel of this package.

Before we begin, there are two important things to keep in mind when you use Sue2:

e Always pay attention to the Help Message Window, which is to the right of the menu at the
top of the main canvas, during command operations — it provides information for bindkeys
activated while a given command is in effect

e To break out of any given command mode, hit the Esc key. This is very important to
remember — if Sue2 ever seems to lock up, hit the Esc key! (The other reason Sue2 may
appear to lock up is if an entry form was opened but not completed — in such case, be sure to
find the entry form among the Windows applications and close it to continue with Sue?2).
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A. Using Navigation and Edit Commands

Sue2 allows its bind-keys to be changed according to user preference by editing of the file
c:/CppSim/Sue2/.suerc. That being said, the default values of common navigation and edit bind-keys
are listed here.

e Sue2 navigation commands:

f — fit view to the window size

z—zoom in

Z —zoom out

Zooming can also be accomplished by pressing the right mouse button and dragging
the mouse over the region to be zoomed into

Panning is done by either hitting the arrow keys or by holding the Ctrl key and then
dragging the mouse while the left mouse button is held down.

0 e -descend into hierarchy of selected cell.

0 Ctrl+e — Return to higher level of hierarchy.

O oO0OO0oo

@]

e Sue2 editing commands:

0 Modify the parameters of a cell within a schematic by double-clicking on the cell. A
listbox will appear that displays the cell parameters and allows their modification.

0 Move cells by pressing and holding the left mouse button on the desired cell and then
dragging the mouse.

o Select multiple items by holding the left mouse button and dragging the mouse over the
items to be selected. Additional items can be added to the current selection by holding
the shift key and then progressively clicking the left mouse button on the items of
interest.

B. Creating a New Schematic

Let us now walk through an example to see how to create a new Sue2 schematic. In this case, we will
create a pseudo-random bit stream (PRBS), pass it into a lowpass filter, and then view the results both
as time domain signals and in the form of an eye diagram.

= We will first create a new library called PRBS_Examples

0 In Sue2, click on the Library Manager menu item under the Tools menu bar item as
shown in the figure below.
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=10 ]

1 CDR_Examplesl;l
L|_brary Manager n bang_bang_cdr

r : ] . enable_2or
CppSim Simulation L linear_cdr

=
linear_cdr_with_decimation

VppSim Simulation

-

NGspice Simulation poices I -

- - CppSimModules
Create spice netlist accum and dum = -
Create spice netlist (with top sub) B . accumulator ° _
add2 i
andz
and3
ascii_store |
devices
flag =
global
inline_cmd
inout ||
input
name_net =l

In the Library Manager window that appears, click on Create Library as shown below.

-l
Closel Import Library Tool | Export Library Tool |
'sue.lib' Operations: Add Library | Remove Libraryl schematic win. | icont win. | icon2 win.
. sENER,y »
Library Operations: ’. Create d Rename | Dependencies | Delete |
Module Operations: Move | Dependencies | Delete |
(M=) Svnthesizer Examples Module: |overall_sd_synth_two_point_mod -
i sd_synth
sd_synth_electrical
sd_synth_fast
sd_synth_fast_simulink
sd_synth_tristate
sd_synth_tristate_fast -
K| »
Result <
——————— NOTE: YOU WILL NEED TO RESTART SUE2 ONCE YOU ARE ———
------- FINISHED WITH LIBRARY MANAGER OPERATIONS ——o
-
7} I

Choose the new library name as PRBS_Examples and then press OK.

_ioix

Cancel | QK |

Library Name: |PRBS_Examples
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e You should see a confirmation window in the CppSim Library Manager window as show
below. You should then Close this window.

-loix
Close Import Library Tool | Export Library Tool |
'sue.lib' Operations:  Add Library | Remove Library | schematic win. | icont win. | icon2 win.
Library Operations: Create | Rename | Dependencies | Delete |
Module Operations: Move | Dependencies | Delete |
(R[ET M Synthesizer Examples Module: |overall_sd_synth_two_point_mod -
CppSimModules sd_synth
devices sd_synth_electrical
CDR_Examples sd_synth_fast
DLL_Examples sd_synth_fast_simulink
Electrical_Examples sd_synth_tristate
GMSK_Example |~ sd_synth_tristate_fast -
Kl 2l A ;
Result =

-—— Creating New Library 'PRBS_Examples' -—

=== Private library 'PRBS_Examples' successfully created ==+

I 2l

= In Sue2, create a new schematic cell as follows:

o Select File -> New Schematic as shown below.

SUE2: linear_dll (schematic) -— C:/CppSim/CppSimShared/Suelib/DLL_Examples/linear_dil.sue =1ol=|

DLL_Examples I;l

bang_bang_dll
Ypwgamun® linear_ll

Load Ctrl-l
Save Cirl-s
Save as

Raise Windows  Cirl-r =

Create eps file  Cirl-p ' CppSimModules

accum_and_dump =
accumulator

addz

andz2

and3

ascii_store

bang_bang_detector

ch_pump b

Exit Ctri-d

devices
flag =
global
inline_cmd
inout
input
name_net
name_net_s

output x|

o0 A New Schematic window opens as shown below. Within the Save in: section, select
the current path to be c:/CppSim/SueLib. You should see the PRBS_Examples
directory as shown in the figure below.
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| Newschematic x|
.® Ea,
» a.vei_n: I . Suelib ;1‘9 _? % [
L]
.?\JE.I'I'I.E.‘.lllllllll.--------IVIDEtEI'I'IOdiﬁEd |=[_Type
g . PRES_Examples 11f10/2011 12:01PM  File folder
Recent Places
Desktop
Libraries
(v
Computer
f (=
A
Network
1| | 2|
File name: IUntitIed j Save
Save as type: ISue Files {*.sug) j Cancel

o Click on the PRBS _Examples folder icon, and then specify the File name as

prbs_test_example as circled below. Left-click on the Save button, as also circled
below, to complete the creation of the new schematic. You should now see the top
banner of the schematic window state that the new schematic is
C:/CppSim/SueLib/PRBS_Examples/prbs_test_example.sue. In case this point is
not clear, please view the schematic window shown as a figure on the next page in this

document to see how this information is displayed.

zl
Savei_n:l || PRES_Eamples j G ? - '

E MName = |-| Date modified |-| Type |-|

Ma items match your search.

Recent Places

L4

Desktop
Libraries
(s
Computer
A
-
Metwork
A 3
I PY_ Al il ‘I‘IIII._I
* v 2 >
File name: [ Iprbs_test_rnple . j . | Save v
& > o
Save as type: |§._He [T NN j R

In the Sue2 iconsl listbox, as shown below, select the signal_source icon and then move the

cursor into the main Sue2 schematic window. Click on the mouse to place the icon at an

appropriate place. Then select the rcfilter icon, as circled below, and again move the mouse
into the main Sue2 schematic window to place this icon to the right of signal_source cell.
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Finally, select the constant icon from the iconsl listbox (you must use the scroll button to see
this icon name) and then place it to the left of the signal_source cell. The main Sue2
schematic window should now appear similar to the figure displayed below.

SUE2: prbs_test_example (schematic) --- C:/CppSim/Suelib/PRBS_Examples/prbs_test_exa e.sue -10] x|
File Window Edit Tools ro| ‘

= DLL_Examples l_l
bang_bang_dll
linear_dll

opl EEEENN Gpgsw_mrv1odules|
refilter : |

Yw gyt g mmn®
reg_integer
regen_latch
rictank
sample_delay
sampler |

[ ]

- lm_I_ln‘!d!IaoF LN ",

signal_source 'j

.
as
"Emmmmas dewces|

flag

global
inline_cmd
inout
input
name_net
name_net_s
- | output
SUEZ: prbs_test_example (schematic) ** MODIFIED ** --- C/CppSim/Suelib/PRBS_Examples/prbs_t: =10 ﬂ
File Window Edit Tools Doc | ‘
DLL?ExampIesl_l
bang_bang_dll
lingar_dil
in out E
wcilter CppS\rnI'v1oduIes|
ch_pump d
fo= clipper _

clocked_ascii_store
clocked_delay

constant

a=() constant_interp

counter
cpp_internal_double_to_int_co
cpp_internal_int_to_double_co - |

dewces|

flag

global
inline_cmd
inout

input
name_net
name_net_s
output

= Save the schematic view by clicking on File->Save (or hold the Ctrl key and then press the s
key). If you now click on the top portion of the schematics listbox, as circled below, you’ll
notice that the library PRBS_Examples does not show up.
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SUE2: prbs_test_example (schematic) --- CfCppSim/Suelib/PRBS_Examples/prbs_t 7 slE SeIeCt =10 ﬂ
Eile Window Edit Tools Doc | ||brary

DLL_Examples

S DA A B

C:/CppSim/CppSimShared/S
C:/CppSim/CppSimShared/S
C:/CppSim/CppSimShared/S
C:/CppSim/CppSimShared/S

A signal _source =0 C/CppSIm/CppSimShared/Si

phase T in - out C:/CppSim/CppSimShared/Si
rcfilter C:/CppSim/CppSimShared/S

Signal: 0 . Zi C:/CppSim/CppSimShared/Si
fo= thoper o

clocked_ascii_store
clocked_delay

constant

constant_interp

counter
cpp_internal_double_to_int_co
cpp_internal_int_to_double_co «

deuices|
flag =
global
inline_cmd
inout
input
name_net
name_nei_s
output

The issue of PRBS_Examples not showing up as a library in Sue2 occurred since there were
previously no cells in this library. Now that you have created a cell for this library, you can
correct this issue by exiting Sue2 and then restarting it again. After doing so, you should then
click on the top portion of the schematics listbox. Now the set of libraries will include
PRBS_Examples, which should be selected. You should then choose schematic
prbs_test_examples to re-obtain the same schematic shown above.

SUE2: prbs_test_example (schematic) -—- CfCppSim/Suelib/PRBS_Examples/prbs_test_exa - N =] |
File Window Edit Tools Doc \ |

PRBS_Examples |_|
pros_test_example

il xi0
signal_source in out
o0
phase J
Signal: 0:s il rcfilter CppSimModules
i fo= accum_and_dump |
PRBS Data: 3:square, 4: accumulator [
add2
and2
and3
ascii_store ﬂ
devices
flag -
global
inline_cmd
inout
input e
name_net ﬂ

Select parameter values for each of the cells in the above schematic by double-clicking on
each of them and setting them as follows:

o constant cell: consval =0.0

o signal_source cell: stype = 3, freq = prbs_freq

o rcfilter cell: fo = 300e6
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SUE2: prbs_test_example (schematic) ** MODIFIED ** - C/CppSim/Suelib/PRBS_Examples/prbs_t: N =] |
Eile Window Edit Tools Doc | |

F'REIS_Examp\esl;l
pros_test_example

xil xil0
signal_source

n out
=

phase

refilter CppSimModules
fo=300e6 accum_and_dump =
PRBS Dat: are, 4:i accumulator
add2
and2
and3
ascii_store

Signal: O:square, 1:s

-

devices

flag =
global

inline_cmd
inout

input
name_net

L

= To connect the cells, we need to add wires. You enter wire-create mode by typing w in the
main Sue2 schematic window. To start a wire, left-click at the desired starting point (usually
at the terminal of a cell). Place the cursor at the end of the desired wire segment, and then left-
click to create a new segment. A wire is completed when it is connected to a cell or pin
terminal, though double-clicking the left mouse button (or single-clicking the right mouse
button) will force the end of a wire at any point in the schematic. Note that you must push the
Esc key to end wire mode. Given this information, complete wiring for the schematic as
shown below.

SUE2: prbs_test_example (schematic) ** MODIFIED ** --- C:/CppSim/Suelib/PRBS_Examples/prbs_t =10l =|

Elle Window Edit Tools Doc | |

PRBS_Examplesl;l
prbs_test_example

xil xi0

signal_source

1 in out 3

phase out =l
Signal: 0:s sine, 2imp reflter CppSimModules
} 26 accum_and_dump =
PRBS Data: 3:square, 4:imp C accumulator i

add2

and2

and3
ascii_store =
devices
flag =

global

inline_cmd

inout
input b
name_net ﬂ

= To probe signals produced in the CppSim simulation of the schematic, we need to label all
signals of interest. We also should add pins to any nodes that we might want to bring up to the
next level of hierarchy.

o For this example, let us label the output node of the signal_source cell as sig. To do
so, click on name_net of the icons2 listbox (as circled below), move the mouse cursor
into the main schematic window, and then place the name_net icon on the wire
connected to terminal out of signal_source. Double-click on the name_net icon once
it is placed, and set its name to sig. The schematic figure below illustrates how the
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name_net icon should look within the schematic once these operations are completed.
Note that you can also use the name_net_s icon instead of name_net to name nodes —
the only difference between them is their appearance.

SUE2: prbs_test_example (schematic) ** MODIFIED ** - C/CppSim/Suelib/PRBS_Examples/prbs_t: O] x|

File Window Edit Tools Doc [selected: name_net RO sig #1204 |

PRBS_Exampleslﬁ
prbs_test_example

xil xi0
signal_source
ST in out

phase [
Signal: 0:square, 1:sine, 2:imp refiter CopSimModules
fo=300e6 accum_and_dump =
PRBS Data: 3:square, 45imp accumulater I

clk add2

andz2

and3

ascii_store
|..___|..__ hd

devices

inline_cmd -~
inout

igoutm m mm gy »

name_net

o mcmon m ® ®

output oy

SUE2: prbs_test_example (schematic) ** MODIFIED ** --- CfCppSim/Suelib/PRES_Examples/prbs_t - |EI|1|

Eile Window Edit Tools Doc [selected: output RO out #1218 |

0 Add an output pin to the schematic by clicking on output in the icons2 listbox (as
circled above), moving the mouse cursor into the main schematic window, and then
placing the pin at the output of the rightmost wire in the schematic as shown below.
Once the output pin has been placed, double-click on it to change its name to out. Be
sure to save the schematic at the completion of these operations.

PRBS_Examples l;l
pros_test example

i . il
signal_source )

phase in out I
rcfilter

CppSimModules
f0=300e6 accum_and_dump =

PRBS Data: 3:si e, 4i accumulator

add2

and?

and3

ascii_store

Signal: 0:squ

-

devices
inline_cmd I
inout
input
name_net
FE W G E N »
output

Sapppmns’®

C.C

reating an Icon View (And Associated Parameters) For A Given Schematic

Assuming you are currently in the schematic shown above, creation of an associated icon is
straightforward. Simply click on Window->make icon, or press its associated bindkey, K.
The resulting icon view should appear as shown below. Be sure to click on File->Save to save
this new icon view.
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SUE2: prbs_test_example (icon) ** MODIFIED ** - C/CppSim/Suelib/PRBS_Examples/prbs_test e =10 x|

Eile Window Edit Tools Doc | |

F'REIS_Examp\esl;l
pros_test_example

$name
prbs_test_example

-

out CppSimModules

accum_and_dump =
accumulator
example_param=%example_param 2002

and2

and3

ascii_store

-

devices

-type user -name name -default x
inline_cmd -

-type user -name example_param -default 1.0 inout

input
name_net
name_net s
output =

= The newly created icon view is intended to be a template for the actual icon view desired. We
will now change its default parameter, example_param, and explain how to alter its rectangle
box.

0 The two statements involving example_param are intended as a template for creating
parameters, and should either be removed or modified to reflect a parameter name of
interest. The top statement specifies how the parameter and its value will be displayed
when the icon is instantiated within a schematic. The bottom statement declares the
parameter and provides its default value.

In this case, our schematic has one parameter, prbs_freq, that we would like to
implement. To do so, double click on the two statements involved example_param
(one at a time), and replace example_param with prbs_freq. Select the default value
of prbs_freq to be 1e9, and add units of Hz to the top statement. Hit the Enter key
each time you complete the changes for a given statement. The figure below indicates
how the icon view should look upon the completion of these changes.

SUEZ: prbs_test_example (icon) ** MODIFIED ** --- C:/CppSim/Suelib/PRBS_Examples/prbs_test_e; =10l =|

Elle Window Edit Tools Doc | |
PRBS_Examplesl;l
prbs_test_example

$Sname
prbs_test_example

=

CppSimModules

accum_and_dump I
lat

prbs_freq=Sprbs_freq e e

and2

and3

ascii_store

-

devices

-type user -name name -default x

inline_cmd -

-type user -name prbs_freq -default 1e9 inout

input
name_net
name_net_s
output

L]
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0 To add more parameters, you would simply add more statements in similar fashion to
the two you just modified. Statements can be added by either copying a current
statement (click-left on a statement of interest to select it, press c, left-click again, then
left-click once more to place the copy) and then modifying the copy, or by clicking on
Edit->add text (bindkey is t) and directly entering a new text statement.

0 To change the size of the icon rectangle (i.e., the green rectangle shown in the above
icon view), double-click on the rectangle and solid boxes will appear at its corners.
Left-click on one of the corner boxes and then move the mouse — the associated corner
of the rectangle will change in accordance with the mouse movements. Release the left
mouse key to retain the current position of the given rectangle corner.

= You have several options for creating shapes for icons in Sue2:

0 Create a line by pushing the | (as in line) key followed by the left mouse button, and
then double-clicking on the left mouse button (or single-clicking the right mouse
button) at a different point on the canvas. Multi-segment lines are created by single
rather than double-clicking on the left mouse button at each desired breakpoint of the
line, with a double-click of the left mouse button (or single-click of the right mouse
button) to end the line. Press the shift key to limit the drawing of line segments to
either the vertical or the horizontal plane. Once a line is created, its various line
segments can be modified by first double-clicking on the line, and then pressing and
holding the left mouse button over the given breakpoint followed by dragging of the
mouse to the new desired location.

o Create an arc by pressing the a button followed by pressing (not holding) the left
mouse button, moving the mouse until the appropriate size and shape for the arc is
achieved, and then pressing the left mouse button.

0 As mentioned above, create text by pushing the t key followed by the left mouse button
at the desired location for the text. Modify text by double-clicking on it with the left
mouse button and then performing edits. Only three sizes of text are available — the
size of the given text segment may be varied while in text mode by holding the Shift
key and then pressing either the left, middle or right mouse button to select the desired
size. Also, the text can be changed to either left, middle or right justified by holding
the Ctrl key then pressing either the left, middle or right mouse button.

= Save the icon view after you have completed the desired changes. The icon is ready to add to

other schematics, and can be accessed in one of the icons listboxes by selecting
PRBS_Examples as the library for a given icons listbox.

Creating and Running New CppSim Simulations

We now walk through an example of setting up a new simulation file for a schematic, using the
eyesig(...) plot function, and making use of the alter: statement.

A. Creating a New Simulation File for a Newly Created Schematic

Let us now simulate the newly created schematic prbs_test_example. If you are currently in the icon
view of that cell, simply press k to revert back to its schematic view. Alternatively, select
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prbs_test_example in the schematic listbox by first selecting the PRBS_Examples library in the

listbox and then clicking on prbs_test_example. The main schematic listbox should now display the
schematic shown below. Click on the CppSim Simulation menu item as shown below.

SUE2: prbs_test_example (schematic) -—- CfCppSim/Suelib/PRBS_Examples/prbs_test example.sue

=10l

File Window Edit Tools ro|

n
Vppglrﬂ &Mution

NGspice Simulation

Create spice netlist

xi0

n out

rcfilter

fo=300e6

F'REIS_Examp\esI;l

pros_test_example

-

CppSimModules

accum_and_dump B
accumulator

add2

and2

and3
ascii_store

-

devices

inline_cmd =
inout

input
name_net
name_net s
output =

' CppSim Run Menu --- cell: prbs_text_example, library: PRBS_Examples

’t‘- a,
Close ‘ Kill Run | Synchmnizgj Edit Sim File |:Netlist Only‘ Compile/Run ‘

Sim Mode:  CppSim  —
Sim File: Nong  —

Result: = cell pros_text_example (Library: PRES_Examples) =

®aapunn®’

CppSim netlisting of cell 'prbs_text example' completed with no errars

Hierarchy File: Mone

--- Need to Create a Sim File By Pushing 'Edit Sim File' Button ---

O num_sim_steps: 1e3

Modify the test.par file in Emacs as follows:

Click on the Edit Sim File button in the CppSim Run Menu window as shown below. An
Emacs text editor window will appear that contains a template test.par file.
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Ts: 1/10e9

output: test

probe: sig out

global_param: prbs_freq=1e9

alter: (i.e., keep this empty for now)

O O0O0OO0O0

= Save the test.par file, and then press the Compile/Run button in the CppSim Run Menu to
run the CppSim simulation.

= Now start CppSimView by clicking on its icon. Use the appropriate commands in
CppSimView to display signals sig and out. You should see signals as shown below if all
steps were completed correctly.

=) |Plot for CppSim¥iew --- Library: PRBS_Examples, Cell: prbs_test_example @

CppSim Simulated Signals for Cell: prbs_test_example, Lib: PRBS_Examples, Sim: test par

B. Using the eyesig(...) Plotting Function

= |n CppSimView, click on the plotsig(...) radio button and then select the eyesig(...) function
in the listbox that appears. Since the frequency of the PRBS signal source is set at 1e9, choose
a value of two periods for the eye diagram to be plotted (i.e., 2/1€9). For the starting point of
the eye diagram, choose 10 nanoseconds (i.e., 10e-9) — this choice is rather arbitrary in this
case, but the starting point should generally be chosen to remove transients from being
considered in the eye diagram generation. After making the above changes, CppSimView
should appear as below. Press Enter to record the changes in eyesig(...) within its listbox
entry.

85



-} CppSimView --- Library: PRBS_Examples, Celk: prbs_test_example - |E||5|
Save to .epsFile Save to .figFile Save to Clipboard Zoom - CppSimHome: c:/CppSim —

 testpar  testirl  nodes & eyesigl.) ' messages
Sy_InCh _ILDad plot_fft_db_magix'nodes" -l
plot_fft_logxix,'nodes")

plot_fft_logx_macgixnodes"
M plot_fft_db_locgx(x nades’) J

Flat | plot_fft_db_logx_mag(x 'nodes'
ey eriod, start_off 'nodes”
Reset Mode List | eyesig_gmskixperiod.star_off 'nodes’)

scatter_eve_gmskix symbol_rate,start_off.'nodes”
plot_pll_phasenoise(xf_lowf_high,modes"

Back | Forwardl plot_psd{x'nodes" laga |

|| eyesighx2/129.10e-9, nodes") ‘

CppSlm C++ Behavioral Simulation —— ‘Written by Michael Perrott (hitp:/fwww.cppsim.com)

= Now click on the nodes radio button in CppSimView, and then double-click on node out. The
eye diagram shown below should appear.

-} \Plot for, CppSimView --- Library: PRBS_Examples, Cell: prbs_text_example @

imulated Eye Diagram for Cell: pros_te:

C. Using the alter: Statement

= |In the CppSim Run Menu window, press the Edit Sim File button if the Emacs session of
test.par is not already open. Change the alter: statement to read:

o alter: prbs_freq = 1e9 .1e9 2e9

o Note: look at the CppSim Reference Manual (i.e., cppsimdoc.pdf) to get more
information on alter: statements. It is worthwhile to do so since CppSim allows
reasonably sophisticated methods of varying parameters to be accommodated (i.e.,
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combinations of parameters can be generated, or parameters can be changed in step
with each other).

= Save the test.par file in Emacs, and then press the Compile/Run button in the CppSim Run
Menu window.

= Within CppSimView, click on the test.trO radio button and you should see that three output
files were produced: test.trQ, test.trl, and test.tr2. You may want to try looking at the eye
diagrams for each of these different output files (be sure to change the symbol period in each
case as appropriate). Note that a much more efficient way of examining the different output
files would be to write a Matlab or Octave script to do the associated post-processing and
graphical display such that automatic loading of all the output files was performed. The
writing of such a script is beyond the scope of this document, but the user should be aware that
the limitation of CppSimView in doing such large-scale post-processing is not a limitation of
the CppSim simulation environment itself.

Creating New CppSim Primitives

CppSim primitives are defined to be cells that do not contain other cells or primitives, and therefore
must be represented as code. These cells are simply pins in their schematic view, and a corresponding
icon that may contain parameters. In this section we walk through the creation of a new CppSim
primitive in Sue2 and its corresponding code in the modules.par file.

A. Creating a Schematic View for the Primitive

e Schematic views for CppSim primitives are simply a set of input and/or output pins. For this
example, create a new schematic by clicking on File->New Schematic. Name the new
schematic triangle_waveform_source and place it into the PRBS_Examples directory. In the
schematic view, add an output pin and name it out. The schematic should now look as shown
below.

SUEZ: triangle_waveform_source (schematic) --- C:fCppSim/Suelib/PRBS_Examples/triangle_wavefo =100 x|

Elle Window Edit Tools Doc | |

PRBS_Examplesl;l
prbs_test_example

|

CppSimModules
accum_and_dump I
accumulator
addz
and2
and3
ascii_store

-

devices

inline_cmd [l
inout

input
name_net
name_net_s
output

L]
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B. Creating an Icon View for the Primitive

e Hitthe K key (i.e., Window->make icon) to create an icon view for the above schematic. The
automatically generated icon view should look as shown below (after it has been saved).

SUEZ: triangle_waveform_source (icon) ** MODIFIED ** --- C/CppSim/Suelib/P)

=10l

Elle Window Edit Tools Doc |

$Sname
triangle_waveform_source

out

example_param=%example_param

-type user -name name -default x
-type user -name example_param -default 1.0

prbs_test_example

accum_and_dump
accumulator

addz

and2

and3

ascii_store

devices

inline_cmd
inout

input
name_net
name_net_s
output

L]

PRBS_Examplesl;l

=

CppSimModules

e Modify the icon view so that it supports two parameters, amplitude and freq, as shown below.
Use the line command (I key, or Edit->add line) to create the triangle waveform placed within
the icon rectangle as shown in the figure. Once you have saved this icon view, it is now ready

to be placed within other schematics.

SUE2: triangle_waveform_source (icon) --- C/CppSim{Suelib/PRBS_Examples/triangle_waveform_so

=10l

File Window Edit Tools Q0c|

$name
triangle_waveform_source

amplitude=$amplitude

freq=%freq Hz

-type user -name name -default x
-type user -name amplitude -default 1.0
-type user -name freq -default 1.0

F'REIS_Examp\esI;l

pros_test_example

=

CppSimModules
accum_and_dump )
accumulator I
add2
and2
and3
ascii_store =

devices
inline_cmd -
inout
input
name_net
name_net_s
output =

C. Instantiating the Primitive Within a Different Schematic

e Use the schematics listbox to bring up the prbs_test_example schematic that was created in
an earlier section of this manual. You should then see the schematic as shown below.
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SUE2: triangle_waveform_source (icon) --- C/CppSim{Suelib/PRBS_Examples/triangle_waveform_so N =] |
Eile Window Edit Tools Doc | |
I!‘ L PF&!_ixgnlp\esl;l

[
pros_test_example e

...Illll‘-“
$name

triangle_waveform_source

-

CppSimModules

accum_and_dump =
. B lat:
amplitude=$%amplitude it i
— and2
freq=%freq Hz s

ascii_store
[ __n. hd

-type user -name name -default x 5D
. inline_cmd =
-type user -name amplitude -default 1.0 inout
input
-type user -name freq -default 1.0 name_net
name_net s
output =
SUE2: prbs_test_example (schematic) --- C:fCppSim/Suelib/PRBS_Examples/prbs_test_exa e.sue i m] 5'
Eile Window Edit Tools Doc | |

F'REIS_Examp\eSILI
pros_test_example

xil xil0
’ g in out
phase .-
Signal: 0:sque 2Zi refiter CppSimiodules
fo=300e6 accum_and_dump =
PRBS Data: L4 accumulator I
add2
and2
styp and3
feqepr_req iz A
devices
inline_cmd -~
inout
input
name_net
name_net_s
output =

e Replace the constant block in the above schematic with the triangle_waveform_source icon
that you just created. To do so, the first step is to select the PRBS_Examples library in the
iconl listbox as shown below.
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SUE2: prbs_test_example (schematic) -—- CfCppSim/Suelib/PRBS_Examples/prbs_test_exa

=10l

File Window Edit Tools ro|

F'REIS_Examp\esI;l

SUEZ: prbs_test_example (schematic) --- C/CppSim/Suelib/PRBS_Examples/prbs_test_exa sue =101 x|
Elle Window Edit Tools Doc | |

pros_test_example

= g select
| e signal_source - in out Iibrary <\'\ v

rcfilter L"JRBS_Examples
f0=30006 p DN 0 BETRIE Ny » =

triangle_wavaform_source _ o
"Epaemummnn®

Signal: O:square, 1:sine, 2

PRBS Data:

-

devices

inline_cmd =

inout

input

name_net

name_net s

output =
4 » " -

Now delete the constant block by left-clicking on it and then pressing the delete key. Select
the triangle_waveform_source entry from the iconl listbox as circled above, move the
mouse cursor into the schematic, and then left-click the mouse to place the
triangle_waveform_source cell. Be sure not to try selecting the triangle_waveform_source
from the schematics listbox — you will not be able to add the icon to the schematic above, but
rather will be sent to the schematic view of triangle_waveform_source.

Set the parameters of the triangle_waveform_source to be
o amplitude =0.1
o freq =100e6

Finally, label the wire connected to the out terminal of triangle waveform_source as jit
using the name_net symbol, and then save the schematic.

Upon completion of the above operations, the schematic should look as shown below.

PRBS_Examplesl;l
prbs_test_example

xi . xi0

triangle_waveform_source
it signal_source

in out =
PRBS_Examples

pros_test_example =
triangle_waveform_source

out +—s— phase
rcfilter

amplitude=0.1 Signal: 0: o
freq=100e6 Hz . fo=300e6

-

devices
inline_cmd -
inout
input J
name_net
name_net_s ;I

D. Running CppSim with the Primitive
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e Now open the CppSim Run Menu and click on the Compile/Run button, as shown in the
figure below.

' SUEZ: prbs_text_example (schematic) --- C:/CppSim/Suelib/PRBS_Examples/prbs_text_example.sue

SOHCe

CppSim Run Menu --- celk prbs_test_example, library: PRBS_Examples

seuEENg,
Closel Kill Runl Synchronizel Edit Sim Filel MNetlist OnI,I Compile/Run Lﬂ

TTamun"®
Sim Mode: CppSim —
Sim File:  test.par —

Result: -

Warning in 'select_cadence_files_from_hier_file'"
module 'constant'
(library 'CppSimModules') is not in the netlist!
-= removing line in hier file 'test.hier_c' that reads:
-= ¢ constant -CppSimModules- (cppsim)

___Finished updating the hierarchy file 'test hier_c'

Done! L

Al B
Hierarchy File: test.hier_c
c cpp_internal_int_to_double_convert -CppSimModules- (cppsim) =
¢ cpp_internal_double_to_int_convert -CppSimiModules- (cppsim)
¢ cpp_internal_double_interp_to_bool_convert -CppSimModules- (cppsim)
¢ cpp_internal_bool_to_double_interp_convert -CppSimModules- (cppsim)
c rcfilter -CppSimModules- (cppsim)
¢ signal_source -CppSimModules- (cppsim)
[]

[ =

e Assuming that you already created a test.par file for prbs_test example in the previous
section of this manual, you should see the error message shown in the figure below. The error
message indicates that we need to supply code for the triangle_waveform_source module
since it is a primitive cell (i.e., it is not composed of other cells or primitives). In the following
subsection, we will provide you with basic code to implement this module without providing a
lot of comment on its details — please refer to the CppSim reference manual to gain a more
solid understanding of creating CppSim modules.
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CppSim Run Menu --- celk prbs_test_example, library: PRES_Examples 10 =|

Kill Run

Synchronizel Edit Sim Filel Netlist Onlyl Compile/Run |

Sim Mode: CppSim —
Sim File:  testpar —

Result B

Close

error in 'label_module_with_code_source'":
module 'triangle_waveform_source' (lib 'PRBS_Examples') has no appropriate
code description and no instances!
-= either you need to add the code module
(be sure that there are statements in the 'code: or 'electrical_element:' section)
or check the file 'test hier_c' to make sure that you
didn't set its module type to 'i' (for ignore)
Note: if you just changed the hierarchy file. then try re-running netZcode

[=l4]

Hierarchy File: test.hier_c

=

c cpp_internal_int_fo_double_convert -CppSimModules- (cppsim)

¢ cpp_internal_double_to_int_convert -CppSimModules- (cppsim)

¢ cpp_internal_double_interp_to_bool_convert -CppSimModules- (cppsim)
¢ cpp_internal_bool_to_double_interp_convert -CppSimModules- (cppsim)
c rcfilter -CppSimModules- (cppsim)

¢ signal_source -CppSimModules- (cppsim)

| =

E. Creating Code for the Primitive

e To begin creation of module code for the triangle_waveform_source block, double-click on
its icon in the Sue2 window as circled in the figure below. In the pop-up window that appears,
click on the Create CppSim code button. An Emacs window will appear with a template of the
CppSim module code description for the triangle_waveform_source module.

SUE2: prbs_test_example (schematic) --- C:fCppSim/Suelib/PRBS_Examples/prbs_test_example.sue =10l x|
Eile Window Edit Tools Doc | |

PRBS_Examples I;l
prbs_test_example

=10l x|

¢ X2 it i triangle_waveform_:
triangle_waveform_source

L4

bl t signal_source .

. ot L e Cell: triangle_waveform_source =

i P Ex; |
“ amplitude=0.1 Signal: 0:squa LIbraW' PRBS_EXE.mplEE ampez
freq=100e6 Hz PRBS Data: 3square. 4:i rce

name ®i0
amplitude |01 P
freq 100e6

eponnne LN
CppSim —ll EI_I'. Create] ;:h:l

T TTE e

‘ Done | Cancel |

S
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e In the Emacs window that appears from the previous operation, enter text such that the module
code appears as shown below. Be sure to save the file once you are done.

module: triangle_waveform_source

description: produces a triangle waveform with amplitude of
‘amplitude’ and frequency 'freq' (note that the peak-to-peak
amplitude of the output will be twice that of ‘amplitude’)

parameters: double amplitude, double freq

inputs:

outputs: double out

classes:

static_variables: double phase_step, double phase

init:

phase_step = freq*Ts;

out = 0.0;

phase = 0.0;

end:
code:
phase += phase_step;

if (phase >=0.5)
phase -=1.0;

out = 4.0*amplitude*fabs(phase) - amplitude;

electrical_element:
functions:
custom_classes_definition:
custom_classes_code:

The above code creates a triangle wave with peak-to-peak amplitude equal to 2*amplitude,
and with frequency equal to freq Hz. This is one of many ways to create this block — the
above approach was primarily chosen for its simplicity. Note that the code within the code:
section computes the next time sample of the module outputs given the current inputs and
parameter values. Code within the init: section is run once at the beginning of each alter run,
and is used to run one-time computations and to initialize variables and outputs. The code
within the end: section is run at the very end of the alter run, and is left blank in this case since
no specific “end” operations need be done in this case. The other items at the end such as
electrical_element: and functions: are left blank since they are not used at this time (you may
also delete them from the code since they are unused).

CppSim modules can be much more complex than the above example, and can take advantage
of the CppSim classes described in the CppSim Reference Manual. The reader is encouraged

to read the CppSim Reference Manual for more information on this topic, and to examine the
code files of various modules to see examples of module code.

F. Running CppSim with the Primitive (Part I1)
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e Before running CppSim again, first left-click on Edit Sim File in the CppSim Run Menu
window (as shown in the figure below). Make the following changes to the test.par file that
comes up in Emacs:

0 Add jit to the probe: statement: probe: sig out jit
o Comment out the alter: statement: // alter: prbs_freq = 1e9 .19 2e9

e Now run CppSim by clicking on Compile/Run in the CppSim Run Menu window as shown
below. Notice that only one alter run is simulated since the alter: statement was commented
out.

{ CppSim Run Menu --- cell: prbs_text_example, library: PRBS_Fxamples E]@|E|
. ry ‘I ..
cmse| Kill Run| Syncnmnizell Edit Sim File F‘Netlistonlﬁ Campile/Run (&
L] TSaguus
Sim Mode: CppSim —
Sim File:  testpar —
Result ... 40% completed ... e’
______ 50% completed
______ 60% completed
...... 70% completed ...
...... 80% completed ...
______ 90% completed
Simulation Completed far Alter Run 0
CppSim run completed!
Mote: run files contained in directory:
C/CppSimASimREuns/PRBS _Examplesiprbs text example
W
Hierarchy File: test.hier_c
C cpp_internal_int_to_double convert (cppsim] 2
C cpp_internal_double_to_int_conwvert {cppsim)
Ccpp_internal_double_interp to int_convert (cppsim) v
e Now start CppSimView by clicking on its icon. You should see the window shown below.

) CppSimView --- Library: PRBS_Examples, Cell: prbs_test_example

Save to .epsFile Save to .figFile Save to Clipboard Zoom — CppSimHome: c:/CppSim —

Synchl Load |

Load and Replat |
Flat |
Reset Node List |

Back | Fomnward |

 testpar & testirl

testir]
testird

Mo Maodes

 platsigr.)

=10l

" messages

—— CppSim: C++ Behavioral Simulation

Wtitten by Michael Perrott (hitp: . cppsim.com)
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Click on the test.trO radio button. Notice that, although only one alter run was simulated, there
are three output files (test.tr0, test.trl, and test.tr2). In fact, only test.trO is valid — the other
two output files are left over from previous simulations which used the alter: command. To
remove test.trl and test.tr2, you must use standard Windows programs, such as Windows
Explorer, to go into the simulation directory (which in this case is
c:/CppSim/SimRuns/PRBS_Examples/prbs_test_example) and then delete the files. Note
that if you were to uncomment the alter: statement in the test.par file, then 3 alter runs would
be simulated and all three of the output files would be valid.

Click on the No Nodes radio button in CppSimView, and plot the jit signal using the
plotsig(...) function. You should see the waveform shown below.

-} |Plot for CppSimView --- Library: PRBS_Examples, Cell: prbs_text_example @@

CppSim Simulated Signal for Cell: prbs_text_example, Lib: PRES_Examples, Sim: test.par

Now use the eyesig(...) function to plot the eye diagram of the out signal. You should see the
waveform shown below. Notice that the effect of the phase variation of the source is to cause
jitter on the overall output of the system (no surprise!).
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=) Plot for, CppSimView --- Library: PRBS_Examples, Cell: prbs_text_example g

Conclusion

This primer document covered basic operation of the CppSim simulator in the context of using the
Sue2 schematic editor, the CppSimView waveform viewer, and Matlab. The reader is encouraged to
also read the CppSim Reference Manual (c:/CppSim/CppSimShared/Doc/cppsimdoc.pdf), the Sue2
Manual (c:/CppSim/CppSimShared/Doc/sue2_manual.pdf), the Hspice Toolbox Manual
(c:/CppSim/CppSimShared/HspiceToolbox/document.pdf), and a paper explaining PLL
simulation techniques that are leveraged in CppSim for fast and accurate simulation of these systems
(c:/CppSim/CppSimShared/Doc/paper.pdf). Each of these documents is also accessible from the
Doc menu button of Sue2. The reader is also encouraged to look at the various Sue2 examples
provided in the CppSim package and their module code — these examples include frequency
synthesizers, CDR circuits, and DLL circuits.
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